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Infroduction

Congratulations on choosing Let’s C, the Mark Williams C compiler for the IBM PC and
compatibles. Let’s C has the state-of-the-art power and flexibility that the professional programmer
needs, but is easy enough for the beginner to learn quickly.

Let’s C is part of the Mark Williams Company family of C compilers, which supports many different
operating systems and processors. The operating systems supported include:

COHERENT MS-DOS TOS
CP/M-68K RMX VAX/VMS
ISIS-II

The processors supported include:
PDP-11 68000 80186
Z8001 68020 80286
78002 8086

What is Let’s C?

Let’s C is a professional C programming system designed for the IBM PC and compatibles. It
consists of the following:

° The Mark Williams C compiler, plus an assembler, a preprocessor, and other tools.

i A set of commands selected from the COHERENT operating system, including the MicroEMACS
screen editor and the make programming discipline.

e Afull set of C libraries.
i A set of sample programs, including full source code for the MicroEMACS editor.

¢  The Mark Williams shell MWS. MWS will help you build commands for Let’s C, and will
accelerate the operation of your software. By using MWS’s display interface, you build
commands for Let’s C and its utilities. MWS also includes an accelerator that speeds up
Let’s C. If you prefer to type commands directly into MS-DOS, MWS will let you and it will still
accelerate your software for you.

Hardware requirements

Let’s C runs on an IBM PC, XT, or AT, or any compatible computer that has at least 320 kilobytes of
RAM and either two double-sided floppy disk drives or at least one floppy disk drive and a hard disk.

Changes in release 4.0

Let’s C version 4.0 has been greatly expanded and improved over earlier releases. Its new features
include the following:

. Let’s C now compiles into MS-DOS format, rather than the proprietary Mark Williams
format used in earlier versions.

° It supports LARGE model as well as SMALL model.

. Let’s C supports the i8087 mathematics co-processor, to speed up mathematics routines.
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° Let’s C supports csd, the revolutionary Mark Williams C source debugger. csd can now
debug programs in MS-DOS object format, and that are compiled into either SMALL or
LARGE model.

° Let’s C libraries will sense the presence of the i8087 co-processor. If one is present, then it

is used to execute mathematics routines; if one is not present, mathematics routines are
emulated in software. Your programs will now make maximum use of your computer,
whether an i8087 is present or not.

i The make programming discipline is included. This helps you to construct large programs
that use many modules, with a minimum of difficulty.
° Let’s C's assembler, as, has been improved to support both LARGE and SMALL model, as

well as the i8087 co-processor. It generates MS-DOS object format rather than the Mark
Williams proprietary format, as before. as now supports a macro processing feature, which
allows you to write model-independent versions of your assembly-language programs.

. The utility fixobj lets you edit object modules and libraries so they can be linked with object
modules generated by Let’s C. You can now use libraries from any other C compiler with
Let’s C.

o The Mark Williams shell MWS now makes it easy to build commands for Let’'s C and its

utilities. MWS also supports RAM compiling, to speed up compilation on your system.

o The MicroEMACS screen editor is now integrated with Let’s C. If you wish, you can have
MicroEMACS display your source code automatically whenever an error occurs during
compilation; you can then fix your error and recompile by using only a few keystrokes.

o Floating-point numbers now use IEEE format. Floating-point routines have been rewritten
to execute more quickly than before.

. Division of longs has been rewritten, and is much faster than in previous versions.

o Let’s C will now compile programs using i80286 instructions. Although such programs

cannot be run on a computer that uses the i8086 microprocessor, they will run more
quickly on the IBM PC-AT and compatibles.

o Finally, the manual for Let’s C has been entirely rewritten, and now uses the Mark Williams
Lexicon format. This format has set the standard for language documentation on the Atari
ST, and Let’s C is the first C compiler to bring Lexicon format to the IBM PC.

How to use this manual
This manual is in nine sections. Section 1, which you are now reading, introduces Let’s C.

Section 2 shows you how to install Let’s C on your computer. It also introduces the Let’'s C  shell,
introduces the MicroEMACS screen editor, and shows you how to compile simple C programs.

Section 3 is entitled C for Beginners. If you are new to the C programming language, this section
will introduce you to C. It is not a full tutorial on C, but it will show you the basics of C
programming, so you will be better able to follow the rest of this manual and use the example
programs in it.

Section 4 introduces compiling with Let’s C. It describes the options to the compiler controller ce,
and shows you how to compile using different memory models and different formats. Technical
issues that involve the i8086 microprocessor and MS-DOS are also discussed.

Section 5 is a tutorial on the MicroEMACS screen editor. It introduces most of the MicroEMACS
commands and includes exercises to help sharpen your skills at editing programs.
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Section 6 is a tutorial on make, the Mark Williams programming discipline. make is one of the
most useful tools available for constructing and maintaining large, intricate programs. This section
describes make, from building relatively simple programs to using make to control work other than
compiling C programs.

Section 7 presents some questions and answers about Let’s C. New users of Let’s C often ask the
same questions about how to use it; so if you have a question, look here first. You could well find
the answer you need.

Section 8 lists all of the error messages that the Let’s C compiler, assembler, and utilities can
produce. Many entries have hints to help you correct or avoid the error that the message describes.

Finally, section 9 is the Lexicon. This is by far the largest part of the manual. The Lexicon contains
several hundred individual entries; each describes a command, a function, defines a C technical
term, or gives you other useful information. All of the Lexicon’s entries are in alphabetical order,
and are designed to be easily used. For example, if you want information on how to use the STDIO
routines, simply turn to the entry in the Lexicon on STDIO; there, you will find a list of all the
STDIO routines, a description of each, and instructions on how to use them. Or, if you want
information on how Let’s C encodes floating point numbers, simply turn to the entry on float.
There, you will find a full description of floating point numbers. Many Lexicon entries have full C
programs as examples; all have cross-references to related entries.

The opening sections of this manual will refer constantly to the Lexicon. If you are unfamiliar with a
technical term used in this manual, look it up in the Lexicon. Chances are, you will find a full
explanation. If you are not sure how to use the Lexicon, look up the entry for Lexicon within the
Lexicon. This will help you get started.

Finally, the back of the manual lists the Lexicon’s entries sorted by category, and gives an index.
User registration and reaction report

Before you continue, fill out the User Registration Card that came with your copy of Let’s C. When
you return this card, you become eligible for direct telephone support from the Mark Williams
Company technical staff, and you will automatically receive information about all new releases and
updates.

If you have comments or reactions to the Let’s C software or documentation, please fill out and mail
the User Reaction Report included at the end of the manual. We especially wish to know if you
found errors in this manual. Mark Williams Company needs your comments to continue to improve
Let’s C.

Technical support

Mark Williams Company provides free technical support to all registered users of Let’s C. If you are
experiencing difficulties with Let’s C, outside the area of programming errors, feel free to contact the
Mark Williams Technical Support Staff. You can telephone during business hours (Central time), or
write. This support is available only if you have returned your User Registration Card for Let’s C.

If you telephone Mark Williams Company, please have at hand your manual for Let’s C. Please
collect as much information as you can concerning your difficulty before you call. If you write, be
sure to include the product serial number (from the sticker on the back of this manual) and your
return address.

Bibliography

The following books may be helpful in developing your skills with C. This list also contains all
books that are referenced in this manual. It is by no means exhaustive; however, it should prove
helpful to both beginners and experienced programmers.
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Installing and Running Let’s C

This section describes how to install Let’s C onto your computer, and how to use it to compile
simple programs.

Installing Let’s C
Before you can use Let’s C, you must install it on your computer. As Let’s C comes to you, its files
are fitted together to save space on its disks, not to run conveniently. This helps us lower our costs,

to give you Let’s C at the lowest possible price; however, it also means that before you can use the
compiler you must recopy the files into organized groups.

To install Let’s C, you must copy files from the distribution disks onto either a hard disk or, if you
don’t have a hard disk, a set of floppy disks. To make this job easy for you, Let’s C includes the
utility install, which does the copying for you. By running install and answering a few simple
questions, you can build a working copy of Let’s C on your system in a few minutes.

If you have a hard disk, use the directions in the section Installing Let’s C onto a hard disk. If you
do not have a hard disk, skip below to the section Installing Let’s C onto a floppy-disk system, and
follow the directions there.

Installing Let’s C onto a hard disk

To begin, log into drive C on your system. You can do so by typing ¢ at the MS-DOS prompt. On
nearly all computers, drive C is the hard disk.

Now, insert Let’s C’s distribution disk 1 into floppy drive A and type the following command:
a:install

In a moment, install will begin to work. It will print some information on your screen, and then ask
you the following question:

Do you have a hard disk?
Type ‘y’, for “yes”.
install will then ask you:
Do you wish to install all the files?
Answer ‘y’.
install will now ask you in which directories you wish to install the files, as follows:

Where do you want the executabl e prograns?
Where do you want the header files?

Where do you want the libraries?

Where do you want the sanple prograns?
Where do you want the source files?

Where do you want the tenporary files?

After each question, type <return>, which signifies the default setting. Later, you may wish to re-
install Let’s C into other directories, but you should use the default settings until you gain some
familiarity with Let’s C.
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install will now copy the files from the distribution disk onto your hard disk. Depending on how
fast your system is and how fast your hard disk is, this can take from five to 15 minutes. When all
the files from one disk are copied, install will ask for the next disk, until all files are copied.

When install exits, it will print some information on the screen, and then an instruction of the form:
set CCHEAD=@:\Ilib\ccargs

Copy down this instruction. You should then write this instruction into the file autoexec.bat on
your MS-DOS boot disk. This instruction tells Let’s C where you have stored all of its components,
so it can find everything correctly. This will be discussed below, in the section entitled Setting your
computer’s environment.

Once all the files are copied, place your copy of the MS-DOS disk into the floppy disk drive. If you
have version 3.2 of MS-DOS, you have two MS-DOS disks; insert the disk labelled “supplemental
programs”. Now, type the command:

copy a:link.exe \bin

This copies the MS-DOS linker MS-LINK into directory \bin on your hard disk. Let’s C uses MS-
LINK to link its executable files, so MS-LINK must be copied into a directory where Let’s C can find
it. If you did not use the default directory names, copy link.exe into the directory where you stored
Let’s C’s executable files.

That's all there is to it. Let’s C is now installed on your hard disk. Now, skip below to the section
entitled Setting your computer’s environment. This will tell you how to set the environment, so
Let’s C can work efficiently.

Installing Let’s C onto a floppy-disk system

Let’s C is too large to fit onto a single floppy disk. Therefore, if your system does not have a hard
disk you must install Let’s C onto a set of seven floppy disks, as follows:

Disk 1 The shell disk. This disk holds MWS, the Mark Williams shell. You will use it only to
boot MWS, then put it away.

Disk 2 The compiler disk for standard-sized programs. You should use this disk to compile
programs that are of normal size and complexity. This disk holds the compiler
controller cc, the phases of compilation, the MicroEMACS screen editor, and other
tools used during compilation.

Disk 3 The compiler disk for unusually large programs. If you have written a program thatis
unusually large or complex, and it will not compile correctly with disk 2, use disk 3
instead. This disk has all of the files that appear on disk 2, plus LARGE-model
versions of the compiler phases ec0 and cc2.

Disk 4 This disk holds the SMALL-model libraries. You will need to copy MS-LINK onto this
disk.

Disk 5 This disk holds the LARGE-model libraries. You will also need to copy MS-LINK onto
this disk.

Disk 6 This disk holds the Let’s C commands and utilities. For a fuller description of the

commands, see the Lexicon entry for commands.

Disk 7 This disk holds the sample programs and source code that comes with Let’s C. This
includes the full source code for the MicroEMACS screen editor.

To begin, format eight new floppy disks. Label them respectively as follows:

Let’s C
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Now, at the MS-DOS prompt, type B:. This will log into drive B on your machine. Insert Let’s C’s
distribution disk 1 into drive A; type the following command:

arinstall
In a moment, install will begin to execute, and will print some information on your screen. It will
then ask you this question:

Do you have a hard disk?
Answer ‘1, for “no”.

install will then ask:
Do you wish to install all of the files?
Type ‘y’, for “yes”.
install will now ask you in which directories you wish to install the files, as follows:

Where do you want the executabl e prograns?
Where do you want the header files?

Where do you want the libraries?

Were do you want the sanple prograns?
Where do you want the source files?

Where do you want the tenporary files?

After each question, type <return>, which accepts the default setting. Later, you may wish to re-
install Let’s C into other directories, but you should use the default settings until you gain some
familiarity with Let’s C.

install will now tell you:
Insert the shell disk into drive B.

Insert the formatted floppy disk that you labelled “shell” into drive B. install will copy the
appropriate files onto it. When install needs a new source disk, it will prompt you for it.

install will go through this procedure for each of the seven floppy disks that you will be building. It
will prompt you when to change disks, and tell you which disk to insert into drive A or drive B.

When install exits, it will print some information on the screen, and then an instruction of the form:
set CCHEAD=@: \ ccargs

Copy down this instruction. You should then edit this instruction into the file autoexec.bat on
your MS-DOS boot disk. This instruction tells Let’s C where you have stored all of its components,
so it can find everything correctly. This will be discussed below, in the section entitled Setting your
computer’s environment.

When install has finished, you must do the following for each of the four library disks, disks 3
through 6. First, place your computer’s MS-DOS disk into drive A. If you have MS-DOS version 3.2
or later, your copy of MS-DOS comes on two disks; insert the disk labelled “supplemental programs”
into drive A. Then, place disk 4 (which holds the SMALL-model libraries) into drive B. Type the
following command:

Let’s C
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copy a:link.exe b:\bin

This command will copy the MS-DOS linker MS-LINK into directory \bin on your library disk.
Let’'s C uses MS-LINK to link the executable files it creates, so MS-LINK must be copied into a
directory where Let’s C can find it.

Repeat this procedure for disk 5.
That is all there is to it: Let’s C is now installed on your computer.

When you are finished, you may wish to recopy your installed disks, to save yourself the trouble of
having to reinstall should something happen to your working copy.

Now, read the following section Setting your computer’s environment, which tells you how to set your
computer’s environment so you can use Let’s C.

Re-installing a portion of Let’s C
If you wish, you can re-install just a portion of the compiler. When install asks
Do you wish to install all of the files?

answer ‘n’. install will then prompt you for which portion, or portions, of Let’'s C you wish to
install, and will then install it for you.

Setting your computer’s environment

As you have probably noticed by now, Let’s C is not just one program: it is a collection of more than
100 files and programs, which together form one of the most sophisticated C programming systems
available at any price. Despite its complexity, Let’s C is designed to work smoothly, and transform
your source code into an executable file in the shortest possible time.

For Let’s C to work at peak efficiency, however, you should pay some attention to your computer’s
environment. The environment is a set of variables that are available to all of the programs run on
your computer. By setting the environment properly, you will help Let’s C find all of its programs
quickly to speed your work.

Setting the PATH

When you installed Let’s C, all of its commands were copied into a directory called \bin. When you
type a command into MS-DOS, MS-DOS looks for it in the directories named in the environmental
variable PATH. To ensure that MS-DOS can find Let’s C’'s commands you must set the PATH so
that it names the directory \bin.

To set the PATH, use the MS-DOS command path. For example, if you want keep your executable
files in the directories bin and mwe, type:

PATH=C: \ BI N; C: \ M\AC
If your computer does not have a hard disk, use the following form of the path command:
PATH=A: \ BI N; A\ MAC; B: \ BI N; B: \ MAC

This tells MS-DOS to look for cc in the directories bin and mwe on both of your floppy disk drives.
With the PATH set to this configuration, it does not matter which disk drive holds your compiler
disk when you work: MS-DOS will find cc in either drive automatically.

When the PATH is set properly, you should copy the path command you used into the file
autoexec.bat, on your computer’s boot disk. Then, the PATH will be set automatically whenever
you boot your computer.
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Finding the ccargs file

When you installed Let’s C onto your computer, the program install created a file called ccargs.
This file contains the names of all of the directories in which install stored the elements of Let’s C.

When you compile a program, Let’s C reads ccargs and uses its entries to find all of the files it
needs. If you have a floppy-disk system, install wrote ccargs into directory a:\ on disk 2 (the
compiler disk). If you have a hard disk, install wrote ccargs into the directory in which you
installed the Let’s C libraries (the default is e:\lib\).

You must set an additional environmental variable so that Let’s C can locate ccargs when you
compile a program: the environmental variable CCHEAD. As noted above, when install finished
installing Let’s C on your system, it printed on your screen an instruction of the form

set CCHEAD=@lirectory\ ccar gs

where directory is the name of the directory into which it wrote ccargs. For example, if you have a
floppy-disk system, install printed the message

set CCHEAD=@: \ ccargs

whereas if you have a hard disk, it printed the message
set CCHEAD=@:\Ilib\ccargs

Be sure that you copy this instruction into the file autoexec.bat on your MS-DOS boot disk. Once
you have done this, reboot your system; this ensures that CCHEAD is set for your system.

That’'s all there is to it. When you copy the set commands for PATH and CCHEAD into
autoexec.bat and reboot your system, you have set Let’s C’s environment. Let’s C is now ready to
start working for you.

Editing ccargs

ccargs correctly describes where everything is stored on your computer. The default ccargs for a
hard disk reads as follows:

-xcc:\bin\
-xlc:\1lib\
-xtc:\tmp\
-1c:\include\

The default ccargs for a floppy disk system reads as follows:

-xca: \ bi n\
-xla:\lib\
-la:\include\
-Z

If you later decide to move part of Let’s C from one directory to another, you must edit ccargs to
reflect this change, or Let’s C will not know where you moved Let’s C. You should edit ccargs as
follows:

Executable files
If you move the executable files from where you installed them, change the line in ccargs that
begins -xc. For example, if you have a floppy disk system and you move the executable files
from directory \bin to directory \mwe, change the line

-xca: \ bi n\

to read
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-xca: \ mwe\

Libraries
If you move the libraries from where you installed them, you should change the line in ccargs
that begins -x1. For example, if you have a hard disk and you move the libraries from
directory \lib to directory \library, change the line

-xbe:\Vliby
to read
-xlc:\library\
Header files
If you move the header files from where you installed them, you should change the line in

ccargs that begins -I. For example, if you have a floppy disk system and you move the header
files from directory \include to directory \header, change the line

-la:\incl ude\
to read
-la:\ header\
Temporary files
Finally, ccargs tells Let’s C where to write your temporary files. This is set only in the
version of ccargs that is used with a hard disk. If you decide to change where Let’s C writes

its temporary files, you must edit the line in ccargs that begins -xt. For example, if you want
to write temporary files into directory nowhere, change the line

-xtc:\tmp\
to read
- xt c: \ nowher e\
If you need more information on where Let’s C looks for files, or how Let’s C works in general, look

at the Lexicon entry for cc. This will describe in some detail how Let’s C works, and also describe
other ways that you can change how Let’s C looks for its files.

Using MWS, the Let’s C command interface

Let’s C includes an interface program, MWS, which is designed to help you develop programs more
quickly and efficiently. MWS, which stands for “Mark Williams shell”, accelerates the speed with
which your programs work, and it has a display interface that helps you build commands with ease.

To invoke MWS, simply do the following. If you do not have a hard disk, insert disk 1 (the “shell”
disk) into disk drive A. Then, at the MS-DOS prompt type:

MAB

In a moment, the screen will clear and the MWS main menu will appear:
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As you can see, the entry for Edit on the menu is marked by a reverse-video band, called the cursor
bar. In this tutorial, the cursor bar will be shown as shading. The cursor bar indicates the entry in
the main menu you wish to select. Try pressing the down-arrow key (!) on the keypad. The cursor
bar now covers the entry Compile. Each selection will be discussed in detail in the following sub-
sections.

Note that if you do not want to bother with moving the cursor bar, you can pick an option simply by
typing its first letter. For example, you can begin to edit a file simply by typing ‘e’.

At the bottom of the screen are listed the commands that you can give MWS. As noted above,
pressing the arrow keys moves the cursor bar up and down the menu. Pressing <return> tells MWS
to select the menu entry that the cursor bar is highlighting. Pressing <esc> exits. If you are in a
sub-menu, pressing <esc> returns you to the previous menu; whereas if you are already in the main
MWS menu, pressing <esc> exits you from MWS altogether, and returns you to MS-DOS.

Finally, pressing the function key <F1> prints a help message. Each screen has its own help
message, to guide you through MWS even if you do not have this manual available.

Editing a file

MWS includes a full-featured screen editor, called MicroEMACS. An editor is a program that lets
you type text into your computer, store it on disk, then recall it from disk and change it. You will
use an editor to type all of the programs that you compile with Let’s C.

MicroEMACS allows you to divide the screen into sections, called windows, and display and edit a
different file in each one. It has a full search-and-replace function, allows you to define keyboard
macros, and has a large set of commands for killing and moving text. Also, MicroEMACS has a full
help function for C programming. Should you need information about any macro or library function
that is included with Let’s C, all you need to do is move the text cursor over that word and press a
special combination of keys; MicroEMACS will then open a window and display information about
that macro or function.
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Let’s C includes both a compiled, binary version of MicroEMACS that is ready to use, and the full
source code. We invite you to examine the code, modify it, and enhance MicroEMACS to suit your
preferences.

For a list of the MicroEMACS commands, see the Lexicon entry for me, the MicroEMACS command.
A following section of this introduction gives a full tutorial on MicroEMACS. In the meantime,
however, you can begin to use MicroEMACS by learning a half-dozen or so commands.

MWS lets you access the MicroEMACS screen directly through its display interface. To edit a file
through MWS, do the following. First, if you do not have a hard disk, remove the “shell” floppy disk
from drive A and put it aside. Place disk 2, the “compiler” disk, into drive A. Then, press the up-
arrow key (1) until the cursor bar covers the entry Edit. Press <return>. This selects the edit
feature; that is, it tells MWS that you wish to use the MicroEMACS editor to edit a file.

In a moment, MWS redraws the screen as follows:

Edi t
B e el
| e
B e el
[ ool
Execut e
Files
New Fil e
[ ool
<return> sel ect <F1> nore help
<-> use arrow keys <esc> exit nenu

The cursor bar is now positioned over the selection Execute. Press the | key two times, so the
cursor bar is positioned over New File. Press <return>. The menu disappears, and MWS prompts
you to enter the name of the file you wish to create.

Type hello.c. Note that the name hello.c appears in the long box at the top of the screen; this box
is called the command box, because it is where MWS builds your command. Note, too, that the
cursor bar has returned to the entry Execute on the menu.

Now press <return>. This tells MWS to execute the command that is displayed in the command
box. The screen again clears: you have just invoked the MicroEMACS editor to edit the file hello.c.

Now, type the following text, as it is shown here. If you make a mistake, simply backspace over it
and type it correctly; the backspace key will wrap around lines:

mai n()

printf("hello, world\n");
}

When you have finished, save the file by typing <etrl-X><ctrl-S> (that is, hold down the control key
and type X', then hold down the control key and type ‘S’). MicroEMACS will tell you how many lines
of text it just saved. Exit from the editor by typing <ctrl-X><ctrl-C>.
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When you have exited from MicroEMACS, MWS redisplays the edit menu, with the cursor bar
positioned over Execute. Note that MWS remembers the last command you built for each of the
commands on the main menu (that is, the last Edit command, the last Compile command, and so
on). If you do not wish to build a new command, you can re-execute the last command you built by
simply pressing <return>.

Now, type <return>. MWS will invoke MicroEMACS with the last file you edited, hello.c. The text of
the file you just typed is now displayed on the screen. Try changing the word hello to Hello, as
follows: First, type <ctrl-N> That moves you to the next line. (The command <etrl-P> would move
you to the previous line, if there were one.) Now, type the command <ctrl-F>. As you can see, the
cursor moved forward one space. Continue to type <ctrl-F> until the cursor is located over the
letter ‘h’ in hello. If you overshoot the character, move the cursor backwards by typing <ctrl-B>.

If you prefer, you can also move the cursor by pressing the arrow keys.

When the cursor is correctly positioned, delete the ‘h’ by typing the delete command <ctrl-D>; then
type a capital ‘H’ to take its place.

With these few commands, you can load files into memory, edit them, create new files, save them to
disk, and exit. This just gives you a sample of what MicroEMACS can do, but it is enough so that
you can begin to do real work.

Now, again save the file by typing <ctrl-X><ctrl-S>, and exit from MicroEMACS by typing <ctrl-
X><ctrl-C>. Again, the screen shows the Edit screen. Type <esc>; as shown at the bottom of the
screen, this will exit you from the Edit menu, and so return you to the main menu.

Just as a reminder, the following table gives the MicroEMACS commands presented above:

<ctrl-N>or | Move cursor to the next line

<ctrl-P> or t Move cursor to the previous line
<ctrl-F> or - Move cursor forward one character
<ctrl-B> or — Move cursor backward one character
<ctrl-D> Delete a character

<ctrl-X><ctrl-S> Save the edited file

<ctrl-X><ctrl-C> Exit from MicroEMACS

Simple compiling

Now that you have prepared a C program with the MicroEMACS editor, the next step is to compile it
into executable form.

To compile a program under Let’s C, you must use the command cc. MWS’s display interface lets
you easily construct commands for cc to execute. To see how this works, press the | key once, so
the cursor bar is positioned over Compile. Press <return>, to select this option.

MWS redraws the screen so it appears as follows:
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Conpi |l e
T +
| cc
o +
Fomm e o - +

Execut e
tions
Files
Fomm e o - +
<return> sel ect <F1> nore help
<-> use arrow keys <esc> exit nenu

The cursor bar is positioned over Execute. Press the | key, to move the cursor bar to Options;
then press <return>. The screen will be redrawn to appear as follows:

Conpi |l e
+ oo oo oo oo oo oo —=—=—=—+
| cc <fil enanme>
+ oo oo oo oo oo oo —=—=—=—+
+====+4
-A Automatical ly invoke editor

-C Conpil e only, do not link
-d Def 1 ne synbol

-e Expand preprocessor out put
-f Fl oati ng poi nt out put

- I nclude directory

-k Keep tenporary files

-1 Li brary options

-m M ni - make

-n No extra libraries

-0 Qutput file

-u Undef i ne synbol

-V Vari ant options
+====+
<return> sel ect <backspace> de-sel ect <F1> nore help
<-> use arrow keys <end> end options <esc> exit menu

cc’s options cannot all fit onto one screen; if you press the | key until it is at the bottom of the
menu, you can then scroll through the options that are not initially shown on the screen. The
options with ellipses “...” after their descriptions have a menu of sub-options associated with them.

For the present exercise, type the | key until the cursor bar is positioned over the entry -v, for
variant options. Press <return>. A second set of options appears on the screen, which now appears
as follows:
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Conpi |l e
+ oo oo oo oo oo oo —=—=—=—+
| cc <fil enanme> |
+ oo oo oo oo oo oo —=—=—=—+
+====+ Ff=========4
-A Automatically invoke editor ver bose | verbose out put
-C Compil e only, do not link 80186 CGenerate ...
-d Def 1 ne symnbol asm Pr oduce ...
-e Expand preprocessor out put chest Allow ...
-f Fl oati ng poi nt out put csd Cenerate ...
- I nclude directory f1 oat Produce ...
-k Keep tenporary files | arge Cenerate ...
-1 Li brary options ... i nes Cenerate ...
-m M ni - nake ndp Pr oduce ...
-n No extra libraries ... noopt Turn off ...
-0 Qutput file pstr Put strings ...
-u Undef i ne synbol qui et Suppress ...
-V Variant options ... sbook Strict K&R ...
+====+ Ff=========4
<return> sel ect <backspace> de-sel ect <F1> nore help
<-> use arrow keys <end> end options <esc> exit menu

The cursor bar is over the verbose option. Type <return>; this selects the verbose option, which
tells you what steps the compiler is executing as it compiles. The command box now reads:

cc -V <fil ename>

Type <end>. The variant options box disappears, and the cursor is repositioned over the -v option.
Type <end> again. The options box has disappeared, and you are back in the Compile menu.

Now, press the | key, to position the cursor bar over Files. Press <return>. In a moment, two
boxes will appear. One displays all of the files that have the suffix .c, and the other displays all of
the files that have the suffix .obj, if any. To move between the boxes, press <tab>, as shown at the
bottom of the screen. Press the | until the cursor bar is positioned over hello.c. Press <return>.
This completes the construction of the ee command line, as shown in the command box.

Note that you must select a file by moving the cursor bar to its name and pressing return; you
cannot select a file by typing the first character in its name, because more than one file could use
that character.

Press <end> to tell MWS that you have selected all of the files you want. MWS then returns you to
the compile menu, with the cursor bar positioned over Execute. Press <return>, to begin execution
of the command you have built.

Compilation now begins automatically. The switch -V tells cc to describe each step in compilation.

If your computer does not have a hard disk, Let’s C will print the following prompt on your screen
when it comes time to link your program:

Insert floppy disk 3 (SMALL-npdel, i8087-sensing libraries)

Open drive A, remove the compiler disk, and insert floppy disk 3. If your computer does have a hard
disk, you will not need to do this. As noted earlier, when you installed Let’s C, this disk holds the
libraries for SMALL-model programs that sense the presence of the i8087 co-processor. For more
information on how these libraries work, see the Lexicon entries for library, model, and i8087.
When you have inserted this disk, press <return>. Let’s C will now invoke MS-LINK and link your
program.
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As you can see, cc guides the program through all phases of compilation, invokes the linker, and
links in all necessary routines from the libraries to produce a file called hello.exe that is ready to
execute.

When compilation is finished, you will be returned to the MWS main menu.

Running a program

The next step is to run the program you just compiled. MWS lets you run any program you have
compiled with Let’s C, or in fact any executable program whatsoever, through its display interface.

If your computer does not have a hard disk, before you begin this step you should open drive A,
remove floppy disk 3 (a libraries disk), and reinsert floppy disk 2 (the compiler disk). If your
computer does have a hard disk, you do not need to do this.

To run hello.exe, which you created when you compiled hello.c, press the | key until the cursor
bar is positioned over Run. Then, press <return> to select this option. The main menu disappears,
and MWS redraws the screen as follows:

Run

Execut e
Ar Purrent S
Files

[ e

<return> sel ect <F1> nore help
<-> use arrow keys <esc> exit nenu

As before, you can use the arrow keys to move the cursor bar up and down the menu. If you press
<return> with the cursor positioned over Execute, MWS will re-execute the last command you built,
if any. If your program needs arguments, select the Arguments option, which will prompt you to
enter them. If your command does not take any arguments, simply type <return>.

Press the | key once. The cursor bar is now positioned over Files. Press <return>. MWS draws a
box that holds all executable files in the current directory—that is, all files that have the suffix .exe.
Press the | key until the cursor bar covers hello.exe. Press <return>. As you can see, the
command box now shows hello.exe. Press <esc> to exit from this menu.

You have returned to the Run menu, with the cursor bar over Execute. Press <return>. MWS now
executes the command shown in the command box, hello.exe. It executes, and prints on your
screen hello, world. To return to MWS’s main menu, press any key.

As you can see, it is easy to create, compile, and execute a program through the MWS menu
interface.
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Quick DOS and !DOS options

MWS gives you two ways to give commands directly to MS-DOS while still enjoying MWS’s
acceleration of your programs.

To give just one command to MS-DOS, press the | key until the cursor bar is positioned over Quick
DOS. Press <return>. At the bottom of your screen appears the prompt

DOS command:

Type dir. MS-DOS executes dir and prints the contents of the current directory on your screen.
When dir has finished executing, press any key to return to MWS’s main menu.

If you want to give a number of commands directly to MS-DOS, press the | key until the cursor bar
is positioned over !DOS Escape. Press <return>. The main menu again disappears, and your MS-
DOS prompt appears on the screen. MS-DOS is now ready to receive any number of your
commands. If you are familiar with the ec command or MicroEMACS, you can now type these
commands directly to MS-DOS. MWS does not require you to use its display interface, but it will
still accelerate your work.

When you are done working with MS-DOS, type exit. The MS-DOS prompt will disappear, and the
MWS main menu will reappear.

Using the make programming discipline
MWS gives you quick access to make, the Mark Williams programming discipline.

make helps you build large, complex programs. It reads a makefile that you prepare, and follows
the makefile’s descriptions to build your program. If you need more information on make, see the
entry for make in the Lexicon, and see the tutorial on make that appears in section 5 of this
manual. The tutorial also describes in detail how to write a makefile.

To invoke make through MWS, press the | key until the cursor bar covers Make. Type <return>.
The main menu disappears, and the screen appears as follows:

Vake
[ s —————
| make
[ s —————
[} gt g—g—ry o
Execut e
tions
cros
Targets
[ et
<return> sel ect <F1> nore help
<-> use arrow keys <esc> exit nmenu

The cursor bar is over the top entry in the menu, Execute. MWS remembers the last command you
gave make, if any; so, if you press <return> MWS will automatically execute the last make
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command you issued.

If you wish to construct a new make command, the first step is to change make’s default macros so
that make will produce the sort of executable program that you want. Note that this step often is
not necessary. For more information on make’s macros and the files in which they are kept, see the
Lexicon entry for make; also see the make tutorial.

To redefine a macro, press the | key twice, to move the cursor bar to Macros; then press <return>.
MWS will prompt you to enter the new macro; what you type will then be used instead of any macro
that has the same name.

Likewise, should you wish to change the default targets that make constructs, press the | key until
the cursor bar covers Targets; then press <return>. MWS will prompt you to type the new target or
targets that you want to build. For more information on what a target is and how make builds one,
see the tutorial for make, or see the Lexicon entry for make.

The next step is to construct the make command line. Press the t key to move the cursor bar to
Options. Press <return>. The screen is redrawn to offer you the options for make, as follows:

Make

d Debug) Verbose out put

f ternate make filenane _

[ I gnore error returns and continue

n Show conmands but do not execute

-p Print macro and target descriptions
o} Query target status

r Do not use built-in rules

S Silent running

-t Touch all targets to current time
===+
<return> sel ect <backspace> de-sel ect <F1> nore help
<-> use arrow keys <end> end options <esc> exit menu

To select an option, press the | key until the cursor bar is positioned over it, and then press
<return>. The option will be written into the command box at the top of the screen. Should you
select an option by accident, press <backspace>; the option will be erased from the command box at
the top of the screen. If you select the -f option, MWS will prompt you for the name of the file that
you wish to use in place of makefile. For more information on make’s options, see the entry for
make in the Lexicon, or see the tutorial on make later in this manual.

When you have selected all of the options that you want, press <end>. You will be returned to the
main Make menu, and the cursor bar will be positioned over Execute. Press <return>; MWS will
then execute the make command that you have built, which appears in the command box at the top
of the screen. make will look for makefile, read it, and begin to build your program. When make is
finished, you will be returned to the MWS main menu.
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Using csd, the C source debugger

MWS also helps you to invoke csd, the Mark Williams C source debugger. esd is an invaluable tool
to a programmer, for it allows you to debug programs while using your C source code, instead of
having to use listings in assembly language. Note that esd is not included with Let’s C, but it is
available as a separate product for use with Let’s C.

If your computer does not have a hard disk, you must insert the disk that came with your copy of
csd into drive A before you can begin to work with esd.

To invoke cs d,press the | key until the cursor bar is positioned over Debug. Press <return>. MWS
redraws its screen as follows:

Debug
+:::::::-:::::::::::::::::::::::::::::::::+
| csd <fil enane>
B e el
[ ool
Execut e
Opti ons
Argument s
Files
[ e —t—r
<return> sel ect <F1> nore help
<> use arrow keys <esc> exit nenu

If you wish to construct a new esd command, press the | key once, to position the cursor bar over
Options; then type <return> MWS will redraw its screen to display the available options, as
follows:
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-D Data segnent size

G Graphics node for col or nonitor
-H Help files live here

R Menory nodel override

S Source files live here

-T Source files live here
+====+
<return> sel ect <backspace> de-sel ect <F1> nore help
<> use arrow keys <end> end options <esc> exit menu

If you select either -H or -S, MWS will prompt you to enter the name of the directory where you have
stored these files. For more information on esd’s options, see your csd manual.

As before, if you select an option by accident, press <backspace>. This will erase the option from
the command box at the top of your screen. When you have selected all of the options that you
want, press <end>. The list of options will disappear from the screen, and the original Debug menu
reappear.

To complete your esd command, press the | key twice; this moves the cursor bar to Files. Press
<return>. MWS will then draw a box that contains all of the executable files in the current
directory. You can select one by moving the cursor bar to it, and then pressing <return>.

Remember that to debug a file with esd, it must first have been compiled with the -VCSD option to
the cc command line. This writes special debugging information into the executable file.

When you have selected the program you wish to debug and have pressed <return>, MWS will write
the file name into the command box, and return you to the Debug menu; the cursor bar is
positioned over Execute. Press <return> to invoke esd and execute the command you have just
built. You can then debug your program with esd just as it is described in the esd manual.

When you have finished your debugging session and have exited from csd, you will return to the
MWS main menu. MWS will then be ready help you build another command.

Resetting the buffers

As noted earlier, MWS not only gives you an easy way to build commands for Let’s C: it also
contains an accelerator that speeds up your software. The accelerator uses a buffering system that
reduces the number of times that programs need to read the disk drive. Because reading the disk
drive is the slowest part of any program, reducing the number of times the disk must be read
increases the speed with which the program operates.

At times, you may need to change how MWS performs its buffering. To do so, use the Buffers
command on MWS’s main menu.
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To begin, press the | key until the cursor bar is positioned at the entry Buffers. Press <return>.
MWS will draw the Buffers screen, as follows:

Buf fers
[ oo el
| Loaded * 128K T
[ oo el
f e
Load/ Unl oad
Di sk Drives
Buffer Size
Wite Option
Save Dat a
Change
[ e
<return> sel ect <F1> nore help
<-> use arrow keys <esc> exit nenu

Each command is described below.

Load/Unload
This tells MWS to load or unload the accelerator. Note that this command is a toggle: if the
accelerator is unloaded, then pressing <return> tells MWS to load it, and vice-versa. Try
pressing <return>. You will see that the entry in the command box will flip from Loaded to
Unloaded.

Note, too, that this command does not take effect immediately. To unload or load the
accelerator, you must exit from MWS and then re-enter it.

Disk Drives
This command tells MWS which disk drives you want accelerated. The default is “**’, which
indicates that all drives are accelerated.

To change the settings, press the | key until the cursor bar is positioned over Disk Drives.
Press <return>. MWS will prompt you for the name of a disk drive. Type A, to indicate that
you want to accelerate disk drive A. Note that the asterisk in the command box has been
replaced with A:. The prompt remains on the screen: if you wish, you can name any
number of disk drives. To end this session, press <return> without typing anything. MWS
will now accelerate only disk drive A:.

Now, re-invoke this command by moving the cursor bar to Disk Drives and pressing
<return>. Type **, and then press <return> twice. MWS has now resumed accelerating all
disk drives.

Buffer Size
The accelerator reserves a portion of memory to buffer what it reads from your disk drives.
By default, the size of its buffer is 128 kilobytes, as shown in the command box. If your
system has limited amounts of memory, you may wish to decrease this amount. On the
other hand, if your system has memory to spare you may wish to increase the size of the
buffer: the larger the buffer is, the more your software will be accelerated.
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To change the size of the buffer, press the | key until the cursor bar is positioned over
Buffer Size, and then press <return>. MWS will prompt you for the new buffer size. If you
change your mind and decide to leave the buffer unchanged, simply press <return> without
entering anything.

Note that this command, like the Load/Unload, does not take effect immediately. You must
leave MWS and then re-enter it before you can begin working with a different sized buffer.

Write Option
The MWS accelerator not only speeds up the rate with which your programs read the disk:
it also speeds up the rate at which they write data to the disk.

The accelerator offers you three ways to save your data to the disk: Memory, Timed Save,
and Disk. The Memory option stores all data in memory. No data are written to the disk
until you choose to save them with the Save Data command, which will be described in a
moment. The Disk option writes all data directly to disk, and does not buffer data at all.
Note that the Memory option is faster than the Disk, but not as safe, because an accident
could cause you to lose the data stored in the buffer.

The Timed Save option combines features of the Memory and Disk options. Data are
stored in memory, but they are automatically written to disk every five minutes. Thus, you
have the speed of in-memory storage, plus the safety of saving data to disk. This is the
default option.

To change the write option, press the | key until the cursor bar is over Write Option, and
then press <return>. A menu will appear that displays the three write options. Move the
cursor bar to the one you want and then press <return>. The option you select will be
shown in the command box, and you will be returned to the Buffers menu.

Save Data
This command writes to disk all data that MWS has stored in its buffer. To use it, simply
press the | key until the cursor bar is positioned over Save Data, and then press <return>.
This command has no options: it will simply write the data, and return you to the Buffers
menu.

You should use this command to save your data before you turn off your machine or before
you leave MWS, should you be using the Memory option.

Change Disk
The last command, Change Disk, must be used before you change the floppy disk in a disk
drive that is being accelerated. This command writes to disk all of the data that MWS has
stored in its buffer, and then empties the buffer to make it ready for the new disk.

If you do not use this command before you change a floppy disk, you could lose data. This
bears repeating: You must use this command before you change a floppy disk in a drive that
is being accelerated, or you could lose data.

To use this command, simply press the | key until the cursor bar is positioned over Change
Disk. Press <return>. Any saved data will be written out, the buffer will be emptied, and
MWS will be ready to accept a new floppy disk.

To return to the main MWS menu, press <esc>.

As you can see, MWS’s accelerator is easy to use. With a few simple commands, you can alter its
settings to suit your preferences. MWS will remember these settings, and use them automatically in
the future.

Let’s C



Installing and Running 25

Where to go from here

The following bibliography lists reference books on C and on the i8086 processor. This list includes
both primers and references for advanced programmers. This list is not exhaustive, but you will
find it helpful should you need detailed information on a topic.

Section 2, C for Beginners, introduces the C language to users who are new to C. If you are
experienced with C you may wish to skip this section, but if you are a novice at C programming you
may find it helpful.

After C for Beginners is a section on Advanced Compiling. This discusses many of the compiler’s
options that were just mentioned here. It also discusses some technical issues on the i8086
microprocessor that both experienced programmers and novices will find helpful.

Finally, if you need more information on any command, library function, C keyword, or technical
term, check the Lexicon.
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C for Beginners

In the last few years, C has grown from a relatively obscure language used by a handful of
programmers at universities, to a “must know” language throughout the computer industry. C has
become known as a language that is powerful, fast, and efficient.

This chapter briefly introduces C. It is in two parts. Part 1 describes what a programming language
is, and gives the history of the C programming language. This section also introduces some
concepts basic to C, such as structured programming, pointer, and operator. Part 2 walks through a
C programming session. It emphasizes how a C programmer deals with a real problem, and
demonstrates some of the aspects of the language.

This chapter is not designed to teach you the entire C language. It will introduce you to C, so you
can read the rest of this manual with some understanding. We urge you to look up individual
topics of C programming in the Lexicon, and especially to study the example programs given there.

Programming languages and C

Before beginning with C, it is worthwhile to review how a microprocessor and a computer language
work.

A microprocessor is the part of your computer that actually computes. Built into it is a group of
instructions. Each instruction tells the microprocessor to perform a task; for example, one
instruction adds two numbers together, another stores the result of an arithmetic operation in
memory, and a third copies data from one point in memory to another.

Together, a microprocessor’s instructions form its instruction set. The instruction set is, in effect,
the microprocessor’s “native language”.

A microprocessor also contains areas of very fast storage, called registers. The registers are
essential to arithmetic and data handling within the microprocessor. How many registers a
microprocessor has, and how they are designed, help to determine how much memory the
microprocessor can read and write, or address, and how the microprocessor handles data.

A computer language, as the name implies, lets a human being use the microprocessor’s instruction
set. The lowest level language is called “assembly language”. In assembly language, the
programmer calls instructions directly from the microcomputer’s instruction set, and manipulates
the registers within the microprocessor. To write programs in assembly language, a programmer
must know both the microprocessor’s instruction set and the configuration of its registers.

Assembly and high-level languages

With assembly language, the programmer can tailor the program specifically to the microprocessor.
However, because each microprocessor has a unique instruction set and configuration of registers, a
program written in one microprocessor’s assembly language cannot be run on another
microprocessor. For example, no program written in the assembly language for the Motorola 68000
microprocessor can be run on the IBM PC or any PC-compatible computer. The program must be
entirely rewritten in the assembly language for the Intel 8086 microprocessor, which is difficult and
time consuming.

A high-level language helps programmers to avoid these problems. The programmer does not need
to know the microprocessor in detail; instead of specific microprocessor instructions, he writes a set
of logical constructions. These constructions are then handed to another program, which translates
them into the instructions and registers calls used by a specific microprocessor. In theory, a
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program written in a high-level language can be run on any microprocessor for which someone has
written a translation program.

A high-level language allows the programmer to concentrate on the task being executed, rather than
on the details of registers and instructions. This means that programs can be written more quickly
than in assembly language, and can be maintained more easily.

So, what is C?

C was invented in the mid-1970s by Dennis Ritchie, a programmer at Bell Laboratories. Ritchie
created C specifically to re-write the UNIX operating system from PDP-11 assembly language.
Ritchie designed C to have the power, speed, and flexibility of assembly language, but the portability
of high-level languages.

In 1978, Ritchie and Brian W. Kernighan published The C Programming Language, which describes
and defines the C language. The C Programming Language is the “bible” of C, a standard work to
which all programmers can refer when writing their programs.

Because C is modeled after assembly language, it has been called a “medium-level” language. The
programmer doesn’t have to worry about specific registers or specific instructions, but he can use all
of the power of the computer almost as directly as he can with assembly language. The price is that
a C program often can be terse and difficult to understand.

Also, because C was written by experienced programmers for experienced programmers, it makes
little effort to protect a programmer from himself. A programmer can easily write a C program that
is legal and compiles correctly but crashes the system. Also, C’s punctuation marks, or “operators”,
closely resemble each other. Thus, a mistake in typing can create a legal program that compiles
correctly but behaves very differently from what you expect.

Structured programming

C is a structured language. This means that a C program is assembled from a number of sub-
programs, or functions, each of which performs a discrete task. If this concept is difficult to grasp,
consider the following example.

Suppose you want to turn a file of text into upper-case letters and print it on the screen. This job
seems simple, but a program to do it must perform five tasks:

1. Accept the name of the file to open.

2. Open the file so it can be read, in much the same way that you must open a book before
you can read it.

3. Read the text from the file.

4. Turn what is read into upper-case letters.

5. Finally, print the transformed text onto the screen.
A good program will also perform the following tasks:

1. Check that the file requested actually exists.

2. Check that the file requested is actually a text file rather than a file of binary information;
the latter makes very little sense when printed on the screen.

3. Close the program neatly when the work is finished.

Stop processing and print an error message if a problem occurs.
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A structured language like C allows you to write a separate function for each of these tasks.

A structured programming language offers two major advantages over a non-structured language.
First, it is easier to debug a function than an entire program because the function can be unplugged
from the program as a whole, made to work correctly, and then plugged back in again. Second,
once a function works, it can be used again and again in different programs. This allows you to
create libraries of reliable functions that you can pull off the shelf whenever you need them.

The functions within a program communicate by passing values to each other. The value being
passed can be an integer, a character, or—most commonly—an address within memory where a
function can find data to manipulate. This passing of addresses, or pointers, is the most efficient
way to manipulate data because by receiving one number, a function can find its way to a large
amount of data. This speeds up a program’s execution.

C adds some extra tools to help you construct programs. To begin, C allows you to store functions
in compiled form. These precompiled functions are added only when the program is finally loaded
into memory; this spares you the trouble of having to recompile the same code again and again.
Second, C adds a preprocessor that expands definitions, or macros, and pulls in special material
stored in header files. This allows you to store often-used definitions in one file and use them just
by adding one line to your program.

Compiling a C program

When Let’s C compiles a C program, it invokes a number of sub-programs, or phases, each of which
performs part of the work of turning your file of C code into an executable program. The phases are
as follows:

cpp The preprocessor. This reads the file of source code, adds any header files that you have
requested, and expands any user-defined macros in the program.

ccO The preprocessed file is then handed to cc0, the parser, which examines the program to see
that it is written in legal C and translates it into a logical structure, or tree.

ccl The output of the parser is then handed to ccl, the code generator, which translates the
logical structure created by the parser into machine instructions.

cc2 The output of the code generator is then handed to ce2, the optimizer, which examines the
code, eliminates redundant instructions, and then writes the object module file. The output
of cec2 is the relocatable object module, which always has the suffix .obj.

The relocatable object module is handed to MS-LINK, the linker, which opens the libraries and adds
the library functions to create the executable program. What the linker does will be explained in
more detail below.

This sounds complicated, and it is; for that reason, Let’s C includes a command, called cc, that
guides a program through the compilation process automatically. For example, to compile the
program test.c with Let’s C, all you have to do is type:

cc test.c

or use the MWS display interface, as described in section 1, Tutorial Introduction. cc takes care of
the rest.

Writing a C program

As noted above, a C program consists of a bundle of sub-programs, or functions, which link together
to perform the task you want done. Every C program must have at least one function that is called
main. This is the main function; when the computer reads this, it knows that it must begin to
execute the program. All other functions are subordinate to main. When the main function is
finished, the program is over.
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Here is a simple C program; all it does is print the message “Hello, world!” on the screen:
mai n()
printf("Hello, world!\n");
}

As you can see, this program begins with the word main. The program begins to work at this point.
The parentheses after main enclose all of the arguments to main — or would, if this program’s main
took any. An argument is an item of information that a function uses in its work.

The braces {" and }’ enclose all the material that is subsidiary to main.

The word “printf” calls a function called printf. This function performs formatted printing. The line
of characters (or “string”) Hello, world! is the argument to printf: this argument is what printf is to
print.

The characters ‘\n’ stand for a carriage return; this ensures that when the program is finished, the
cursor is not left fixed in the middle of the screen. Finally, the semicolon ;" at the end of the
command indicates that the command is finished.

One point to remember is that printf is not part of the C language. Rather, it is a _function that was
written by Mark Williams Company, then compiled and stored in a library for later use. This means
that you do not have to re-invent a formatted printing function to perform this simple task: all you
have to do is call the one that Mark Williams Company has written for you.

Although most C programs are more complicated than this example, every C program has the same
elements: a function called main, which marks where exection begins and ends; braces that fence
off blocks of code; functions that are called from libraries; and data passed to functions in the form
of arguments.

A sample C programming session

This section walks you through a C programming session. It shows how you can go about planning
and writing a program in C.

C allows you to be precise in your programming, which should make you a stronger programmer.
Be careful, however, because C does exactly what you tell it to do: if you make a mistake, you can
produce a legal C program that does very unexpected things.

Designing a program

Most programmers prefer to work on a program that does something fun or useful. Therefore, we
will write something useful: a version of the UNIX utility more. It will do the following:

1. Open a text file on disk.
2. Display its contents in 23-line portions (one full screen).

3. After a portion is displayed, wait to see if the user wants to see another portion. If the user
presses the space bar, display another portion; if he types anything else, exit.

4. Exit automatically when the end of file is reached.

As you can see, the first step in writing a program is to write down what the program is to do, in as
much detail as you can manage, and in complete sentences.

Now, invoke the MicroEMACS editor and get ready to type in the program. Use the command
me nore.c

or use the MWS display interface as described in section 1 of this manual. Note that the suffix .c on
the file name indicates that this is a file of C code. If you do not use this suffix, Let’s C  will not
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recognize tnat tnis 1s a 1i€ o1 L code, anda will reruse to compile 1t.

Begin by inserting a description of the program into the top of the file in the form of a comment.
When a C compiler sees the symbol ‘/*, it throws away everything it reads until it sees the symbol
*/’. This lets you insert text into your program to explain what the program does.

Now, type the following:

/
Truncated version of the "nmore’ wutility.
Open a file, print out 23 lines, wait.
If user types <space>,
print another 23 |ines,
if user types any other key, exit.

Exit when ECF is read.

/

E N A

Save what you have typed by pressing <ctrl-X> and then <ctrl-S>. Now, anyone, including you,
who looks at this program will know exactly what it is meant to do.

The main function

As described earlier, the C language permits structured programming. This means that you can
break your program into a group of discrete functions, each of which performs one task. Each
function can be perfected by itself, and then used again and again when you need to execute its
task. C requires, however, that you signal which function is the main function, the one that
controls the operation of the other functions; thus, each C program must have a function called
main().

Now, add main() to your program. Type the code that is shaded, below:

/*

* Truncated version of the 'nore’ utility.
* Open a file, print out 23 lines, wait.

I f user types <space>,

print another 23 lines,

if user types any other key, exit.

Exit when ECF is read.

/

L

mai n()

}

The parentheses “()” show that main is a function; if main were to take any arguments, they would
be named between the parentheses. The braces “{}” delimit all code that is subordinate to main;
this will be explained in more detail below.

Note that the shortest legal C program is main(){}. This program doesn’t do anything when you run
it, but it will compile correctly and generate an executable file.

Now, try compiling the program. Save your text by typing <ctrl-X><ctrl-S>, and then exit from the
editor by typing <ctrl-X><ctrl-C>. Compile the program by typing:

CC nore.c

or use the MWS display interface, as described in section 1. When compilation is finished, type
more. MS-DOS pauses for a moment, and then returns the prompt to your screen. As you can see,
you now have a legal, compilable C program, but one that does nothing.
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Opening a file and showing text

The next step is to install routines that open a file and print its contents. For the moment, the
program will read only a file called tester, and not break it into 23-line portions.

Type the shaded lines into your program, as follows:

/)\'

* Truncated version of the 'nmore’ utility.
* Open a file, print out 23 lines, wait.
* | f user types <space>,

* print another 23 |ines,

* if user types any other key, exit.

* Exit when EOF is read.

*/

#i ncl ude <stdio. h>
mai n()

char string[128];
FILE *fileptr;

/* Open file */
fileptr = fopen("tester", "r");

/* Read material and display it */
for (;;)

fgets(string, 128, fileptr);
printf("%\n", string);

}

Note first how comments are inserted into the text, to guide the reader.
Now, note the lines

char string[128];
FILE *fileptr;

These declare two data structures. That is, they tell Let’s C to set aside a specific amount of
memory for them.

The first declaration, char string[128];, declares an array of 128 chars. A char is a data entity that
is exactly one byte long; this is enough space to store exactly one alphanumeric character in
memory, hence its name. An array is a set of data elements that are recorded together in memory.
In this instance, the declaration sets aside 128 chars-worth of memory. This declaration reserves
space in memory to hold the data that your program reads.

The second declaration, FILE *fileptr, declares a pointer to a FILE structure. The asterisk shows
that the data element points to something, rather than being the thing itself. When a variable is
declared to be a pointer, Let’s C sets aside enough space in memory to hold an address. When your
program reads that address, it then knows where the actual data are residing, and looks for them
there. C uses pointers extensively, because it is much more efficient to pass the address of data
than to pass the data themselves. You may find the concept of pointers to be a little difficult to
grasp; however, as you gain experience with C, you will find that they become easy to use.
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The FILE structure is the data entity that holds all the information your program needs to read
information from or write information to a file on the disk. For now, all you need to remember is
that this declaration sets aside a place to hold a pointer to such a structure, and the structure itself
holds all of the information your program needs to manipulate a file on disk. In effect, the variable
fileptr is used within your program as a synonym for the file itself.

Now, the line

fileptr = fopen("tester", "r");
opens the file to be read. The function fopen opens the file, fills the FILE structure, and fills the
variable fileptr with the address of where that structure resides in memory.

fopen takes two arguments. The first is the name of the file to be opened, within quotation marks.
The second argument indicates the mode in which to open the file; r indicates that the file will be
read only.

The lines

for(;;)

{
begin a loop. A loop is a section of code that is executed repeatedly until a condition that you set is
met. For example, you may define a loop that executes until the value of a particular variable
becomes greater than zero.

for is built into the C language. Note that it has braces, just like main() does; these braces mean
that the following lines, up to the next right brace (}) are part of this loop. You can set conditions
that control how a for loop operates; in its present form, it will loop forever. This will be explained
in more detail shortly.

Two library functions are executed within the loop. The first,
fgets(string, 128, fileptr);

reads a line from the file named in the fileptr variable, and writes it into the character array called
string. The middle argument ensures that no more than 128 characters will be read at a time. The
second line within this loop,

printf("%\n", string);

prints out the line. printf is a powerful and subtle function; in its present form, it prints on the
screen the string named in the variable string.

Finally, the line at the top of the program
#i ncl ude <stdi o. h>

tells Let’s C to read a header file called stdio.h. The term “STDIO” stands for “standard input and
output”; stdio.h declares and defines a number of routines that will be used to read data from a file
and write them onto the screen.

When you have finished typing in this code, again compile the program as you did earlier. If an
error occurs, check what you have typed and make sure that it exactly matches the code shown on
the previous page. If you find any errors, fix them and then recompile. If errors persist, see the
sections Error Messages and Questions and Answers for help.

When compilation is finished, execute more as you did earlier. The file tester is included with
Let’s C. You will see the text from tester scroll across the screen. When the text is finished,
however, the DOS prompt does not return; you have not yet inserted code that tells the program to
recognize that the file is finished. Type <ctrl-C> to break the program and return to DOS.
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Accepting file names

Of course, you will want more to be able to display the contents of any file, not just files named
tester. The next step is to add code that lets you pass arguments to the program through its
command line. This task requires that you give the main() function two arguments; by tradition,
these are always called arge and argv. How they work will be described in a moment.

The enhanced program now appears as follows:

/
Truncated version of the "nmore’ utility.
Open a file, print out 23 lines, wait.

I f user types <space>,
print another 23 lines,
if user types any other key, exit.
Exit when ECF is read.
/

L

#i ncl ude <stdi o. h>
#defi ne MAXCHAR 128

mai n(argc, argv)

/* Declare argunents to main() */
int argc;

char *argv[];

char string[ MAXCHAR] ;
FILE *fileptr;

/* Qpen file */
fileptr = fopen(argv[1], "r");

/* Read material and display it */
for (;3;)
{

fgets(string, MAXCHAR fileptr);
printf("%\n", string);

}
First, a small change has been added: the line
#defi ne MAXCHAR 128

defines the manifest constant MAXCHAR to be equivalent to 128. This is done because the “magic
number” 128 is used throughout the program. If you decide to change the number of characters
that this program can handle at once, all you would have to do is to change this one line to alter the
entire program. This cuts down on mistakes in altering and updating the program. If you look
lower in the program, you will see that the declaration

char string[128]
has been changed to read
char string[ MAXCHAR]

The two forms are equivalent; the only difference is that the latter is easier to use. It is a good idea
to use manifest constants wherever possible, to streamline changes to your program.
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Now, look at the line that declares main(). You will see that main() has two arguments: arge and
argv.

The first is an int, or integer, as shown by its declaration — int argc;. argc gives the number of
entries typed on a command line. For example, when you typed

nore fil enane

the value of argec was set to two: one for the command name itself, and one for the file-name
argument. argc and its value are set by Let’s C. You do not have to do anything to ensure that this
value is set correctly.

argv, on the other hand, is an array of pointers to the command line’s elements. In this instance,
argv[1] points to name of the file that you want more to read. This, too, is set by Let’s C, and
works automatically.

If you look below at the line that delares fopen(), you will see that tester has been replaced with
argv[1]; this means that you want fopen() to open the file named in the first argument to the more
command.

Now, try running the program by typing
more tester

more will open tester and display its contents on the screen. You still need to type <ctrl-C> when
the file is finished; the code to recognize the end of the file will be inserted later.

Also, be sure that you give the command only one file name as an argument, no more and no less.
Code that checks against errors has not yet been inserted, and handing it the wrong number of
arguments could cause MS-DOS to crash.

Error checking

Obviously, the program runs at this stage, but is still fragile, and could cause problems for you.
The next step is to stabilize the program by writing code to check for errors. To do so, a programmer
must first write code to capture error conditions, and then write a routine to react appropriately to
an error.

Our edited program now appears as follows:

/
Truncated version of the 'nmore’ utility.
Open a file, print out 23 lines, wait.

I f user types <space>,
print another 23 I|ines,
if user types any other key, exit.
Exit when EOF is read.
/

L

#i ncl ude <stdio. h>
#defi ne MAXCHAR 128

mai n(argc, argv)

/* define argunents to main() */
int argc;

char *argv[];

char string[ MAXCHAR] ;
FILE *fileptr;
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/* Check if right nunber of argunents was passed */
if ((argc-1) '=1)
error("Usage: nore fil enane");

/* Qpen file */
if ((fileptr = fopen(argv[1], "r")) == NULL)
error (" Cannot open file");

/* Read material and display it */
for (;3)
{

fgets(string, MAXCHAR, fileptr);
printf("%\n", string);

}

/* Process error nessages */
error (message)
char *nessage;

{
printf("%\n", nmessage);
exit(1);

}

The additions to the program are introduced by comments.
The first addition

if ((argc-1) !'= 1)
error("Usage: nore filename");

checks to see if the correct number of arguments was passed on the command line; that is to say, it
checks to make sure that you named a file when you typed the more command.

As noted above, arge is the number of arguments on the command line, or rather, the number of
arguments plus one, because the command name itself is always considered to be an argument.
The statement if((argc-1) != 1) will check this. The if statement is built into C. If the condition
defined between its parentheses is true, then do something, but if it is not true, do nothing at all.
The operator != means “does not equal”’. Therefore, our statement means that if arge minus one is
not equal to one (in other words, if there is not one and only one argument to the more command),
execute the function error. error is defined below.

Our fopen function also has some error checking added (which will be described in a moment):

if ((fileptr = fopen(argv[1], "r")) == NULL)
error (" Cannot open file");

fopen will return a value called “NULL” if, for any reason, it cannot open the file you requested.
Thus, our new if statement says that if fopen cannot open the file named on the first argument to
the command line (that is, argv[1]), it should invoke the error function.

C always executes nested functions from the “inside out”. That means that the innermost function
(that is, the function that is enclosed most deeply within the pairs of parentheses) is executed first.
Its result, or what it returns, is then passed to next outermost function as an argument; that
function is then executed and what it returns is, in turn, passed to the function that encloses it,
and so on. In this instance, the innermost function is

fileptr = fopen(argv[1], "r")

fopen is executed and what it returns is written into fileptr. What fopen returned is then passed to
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the next outer operation; in this case, it is compared with NULL, as follows:
(fileptr = fopen(argv[1], "r") == NULL

What that operation returns is then passed to the outermost function, in this case the if statement,
which evaluates what it is passed, and acts accordingly. If fileptr is NULL (that is, if fopen couldn’t
open the file), the if statement will be true and the error function will be called. If, however, the file
was opened, fileptr will not equal NULL and the program will proceed.

As this example shows, C allows a programmer to nest functions quite deeply. Although nested
functions are sometimes difficult to untangle when you read them, they make programming much
more convenient.

Finally, at the bottom of the file is a new function, called error:

error (nmessage)
char *message;

{
printf("%\n", nmessage);
exit(1);

}

This function stands outside of main, as you can tell because it appears outside of main’s closing
brace. This function is called only when your program needs it. If there are no errors, the program
progresses only until the closing brace and the error function is never called.

error takes one argument, the message that is to be printed on the screen. This message is defined
by the routine that calls error. error uses the function printf to print the message, then calls the
exit function; this, as its name implies, causes the program to stop. The argument 1 is a special
signal that tells MS-DOS that something went wrong with your program.

When the error checking code is inserted, recompile the program without an argument. Previously,
this would crash MS-DOS; now, all it does is print the message

Usage: nore fil enane
and terminate the program.

Print a portion of a file

So far, our utility just opens a file and streams its contents over the screen. Now, you must insert
code to print a 23-line portion of the file. At present, it will only print the first 23 lines, and then
exit.

To do so, you must insert another for loop. Unlike our first loop, which ran forever, this one will
cycle only 23 times, and then stop. Our updated program appears as follows:

/
Truncated version of the 'nmore’ utility.
Open a file, print out 23 lines, wait.
If user types <space>,
print another 23 I|ines,
if user types any other key, exit.

Exit when EOCF is read.

/

L

#i ncl ude <stdio. h>
#defi ne MAXCHAR 128

Let’s C
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int argc;
char *argv[];

char string[ MAXCHAR] ;
FILE *fileptr;
int ctr;

/* Check if right nunber of argunents was passed */
if ((arge-1) !'=1)
error("Usage: nore fil enanme");

/* Open file */
if ((fileptr = fopen(argv[1], "r")) == NULL)
error (" Cannot open file");

/* Qutput 23 lines */

for (;3;)
for (ctr = 0; ctr < 23; ctr++)
{ fgets(string, MAXCHAR fileptr);
printf("%\n", string);
int(O);

}

/* Process error nmessages */
error (nmessage)
char *message;

{
printf("%\n", nmessage);
exit(1);

}

The new for loop is nested inside the loop governed by for(;;). The program also declares a new
variable, ctr, at the beginning of the program. ctr keeps track of how many times the loop has
executed. Now, look at the line:

for (ctr = 0; ctr < 23; ctr++)

It has three sub-statements, which are separated by semicolons. The first sub-statement sets ctr to
zero; the second says that execution is to continue as long as ctr is less than 23; and the third says
that ctr is to be increased by one every time the loop executes (this is indicated by the ++ appended
to ctr). With each iteration of this loop, fgets reads a line from the file named on the more
command line, and printf prints it on the screen.

Also, an exit call has been set after this new loop; this ensures that the program will exit
automatically after the loop has finished executing. This is a temporary measure, to make sure that
you no longer have to type <ctrl-C> to return to MS-DOS.

When you have updated the program, recompile it in the usual way. When you run it, more will
show the first 23 lines of the file, and then the MS-DOS prompt will return.

The program is now approaching its final form.
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Checking for the end of file

The next-to-last step in preparing the program is teaching it to recognize the end of a file when it
sees it. This does not appear to be needed now because the program exits automatically after 23
lines or fewer, but it will be quite necessary when the program begins to display more than one 23-
line portion of text.

The libraries included with Let’s C include a function that checks for the end of file (or EOF); it is
called feof(). Before the program attempts to print out a line of text, it should check if the end of the
file has been reached. This means placing feof in an if statement; the statement will take advantage
of the fact that feof outputs, or returns, a zero if the end of file has not been reached, and returns a
number other than zero if the end of file has been reached. The if statement will capture what feof
returns, and continue execution as long as the value of the number returned is zero.

The updated program now appears as follows:

-~
L

~

Truncated version of the "nmore’ utility.
Open a file, print out 23 lines, wait.

I f user types <space>,

print another 23 lines,

if user types any other key, exit.

Exit when ECF is read.

#i ncl ude <stdi o. h>
#defi ne MAXCHAR 128

mai n(argc, argv)
int argc;
char *argv[];

char string[ MAXCHAR] ;
FILE *fileptr;
int ctr;

/* Check if right nunber of argunents was passed */
if ((arge-1) !'=1)
error("Usage: nore fil ename");

/* Open file */

if ((fileptr = fopen(argv[1], "r")) == NULL)
error (" Cannot open file");
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/* Qutput 23 lines, while checking for EOF */
for (;3)

{
for (ctr = 0; ctr < 23; ctr++)
if (feof (fileptr) == 0)
{
fgets(string, MAXCHAR, fileptr);
printf("%\n", string);
}
el se
exit(0);
}
exit(0);
}

}

/* Process error nmessages */
error (nmessage)
char *message;

{
printf("%\n", nmessage);
exit(1);

}

First, note that the comment that describes the program’s output has been changed to reflect our
changes to the program. It is important for a programmer to ensure that the comments and the
code are in step with each other.

Our new if statement

if (feof(fileptr) == 0)

checks what feof returns: if it returns zero, the end of the file has not been reached, the if
statement is true, and the program prints out the next line. If it returns a number other than zero,
the end of file has been reached, the if statement is false so the else statement is executed, which
causes more to exit. feof takes one argument, which is the FILE that was defined by fopen.

Note, too, that a new control statement is introduced: else. This, like if, is built into the C language.
An else statement is always paired with an if statement; together, they mean that if the condition
for which if is testing is true, the program should do one thing; otherwise, it should do something
else. In this case, the program says that if the end of file has not been reached, another line should
be read from the file and printed on the screen; however, if it has been reached, then the program
should exit. As you can imagine, if/else pairs are common in C programming; they are logical and
useful.

One more task must be done on our program; then it is finished.
Polling the keyboard

For the program to be complete, it has to ask you if you want to see another 23-line portion of text.
The program should write another portion if you press the space bar, and exit if you type anything
else.

The program will use a new function, getenb, to accomplish this task. getcnb reads what you type
in an unbuffered fashion; that means that you do not have to type the carriage return key for the
keystroke to be read by the program. This is placed within an if statement that compares what
character is typed with the space character. If they are not the same (as indicated by the operator
!=), the program will exit; otherwise, it will loop through again and show another 23 lines.
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When these changes are inserted, the program is complete:

* Truncated version of the 'nore’ utility.
* Open a file, print out 23 lines, wait.
* | f user types <space>,

* print another 23 |ines,

* if user types any other key, exit.

* Exit when EOF is read.

*/

#i ncl ude <stdio. h>
#defi ne MAXCHAR 128

mai n(argc, argv)
int argc;
char *argv[];

char string[ MAXCHAR] ;
FILE *fileptr;
int ctr;

/* Check if right nunber of argunents was passed */
if ((argc-1) !'= 1)
error("Usage: nore fil enane");

/* Open file */
if ((fileptr = fopen(argv[1], "r")) == NULL)
error("Cannot open file");

/* Qutput 23 lines, while checking for ECF */
for (;;)

for (ctr = 0; ctr < 23; ctr++)

if (feof (fileptr) == 0)
{

fgets(string, MAXCHAR, fileptr);

printf("%\n", string);
}
el se

exit(0);

/* Read keyboard; exit if not <space> */
if (getcnb() !'="")
exit(0);

}

/* Process error nessages */
error(nmessage)
char *message;
{
printf("%\n", nmessage);
exit(1);
}

After you have inserted these changes, again compile the program.
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When compilation is finished, try typing
more more.c

The first 23 lines of the source code to the program now appear on your screen. Hit the space bar;
the next 23 lines appear. Now, type any other key: the program exits.

You now have a simple but helpful more utility.

For more information

This section has given you a brief, concentrated introduction to writing a C program. If you are new
to programming, much of what happened must seemed strange, but we hope it helped you to
appreciate the logic of how C works.

Numerous books are on the market to teach beginners how to program in C; see the bibliography at
the end of section 1 of this manual for a list of them. Also, look at the sample C programs in the
Lexicon. These demonstrate how to use many of the functions available to you with Let’s C.

With patience, you should discover that programming with C is one of the greatest pleasures to be
had with a computer: few feats are as satisfying as delving into the machine and having it do exactly
what you want it to do.

Where to go from here

The following section, Advanced compiling, introduces some of the more sophisticated features of the
Let’s C compiler. You should look through this section when you feel that you are ready for
advanced programming.

If you have any questions about any of the features of Let’s C, or about any of the functions that
were described in this tutorial, look in the Lexicon. For example, if you have a question about feof
or printf, look them up in the Lexicon. There, you will full descriptions of how to use them, plus
sample C programs that show how to use them. By typing, compiling, and running the sample
programs, you will quickly learn how to use the C language.

~

)

-
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Compiling with w..c

This section describes how to compile C programs with Let’s C.

In brief, a C compiler transforms files of C source code into machine code. Compilation involves
several steps; however, Let’s C simplifies it with the cc command, which controls all the actions of
the compiler.

The phases of compilation

Let’s C is not just one program, but a number of different programs that work together. Each
program performs a phase of compilation. The following summarizes each phase:

cpp The C preprocessor. This processes any of the ‘#° directives, such as #include or #ifdef, and
expands macros.

ccO0 The parser. This phase parses programs. It translates the program into a parse-tree format,
which is independent of both the language of the source code and the microprocessor for
which code will be generated.

ccl The code generator. This phase reads the parse tree generated by ecO and translates it into
machine code. The code generation is table driven, with entries for each operator and
addressing mode.

cc2 The optimizer/object generator. This phase optimizes the generated code and writes the
object module.

cc3 Let’s C also includes a fifth phase, called ce3, which can be run after the object generator,
cc2. ce3 generates a file of assembly language instead of a relocatable object module. This
phase is optional, and allows you to examine the code generated by the compiler. If you want
Let’s C to generate assembly language, use the -VASM option on the ee command line.

Unless you specify the -VASM option, Let’s C creates an object module that is named after the
source file being compiled. This module has the suffix .obj. An object module is not executable; it
contains only the code generated by compiling a C source file, plus information needed to link the
module with other program modules and with the library functions.

As the final step in its execution, cc calls the linker 1d to produce an executable program.

Edit errors automatically

The first option, and one that youll use most often, is the MicroEMACS option -A. Often when
you're writing a new program, you try to compile it, only to have the compiler tell you that you've
made a mistake. You must then invoke your editor, change the program, exit from the editor, and
start compiling the program again.

To make this process easier, cc command has the automatic (or MicroEMACS) option, -A. If Let’s C
detects any errors in your program, it will automatically invoke the MicroEMACS screen editor.
MicroEMACS will display all error messages in one window and your source code in another, with
the cursor set at the number of the line where the first error occurred.

Try the following example. Use MicroEMACS to create a program called error.c. To invoke
MicroEMACS, type the command

ne error.c
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at the MS-DOS prompt, or use the display interface to MWS, the Mark Williams shell, as described
in section 1 of this manual. Then type the following code:

mai n()

printf("Hello, world")
}

Note that the semicolon was left off of the printf statement. Type <ctrl-X><ctrl-S> to save the file to
disk, and <ctrl-X><ctrl-C> to exit from MicroEMACS. Now, try compiling error.c with the following
cc command:

cc -Aerror.c

or use MWS’s display interface, as described in section 1. You will see no messages from the
compiler because they are all being diverted into a file to be used by MicroEMACS. Then,
MicroEMACS will appear automatically. In the upper window you will see the message:

4: mssing ;'
and in the lower window you will see your source code for error.c, with the cursor set on line 4. If

you had more than one error, typing <ctrl-X>> would move you to the next line with an error in it;
typing <ctrl-X>< would return you to the previous error.

With some errors, such as those for missing braces or semicolons, the compiler cannot always tell
exactly which line the error occurred on; it will point to a line that is near the source of the error.

Now, use <ctrl-E> to move the cursor to the end of line 3, and type a semicolon to correct the error.
Type <ctrl-X><ctrl-S> to save the file to disk, and then type <ctrl-X><ctrl-C> to exit from
MicroEMACS. cc will recompile the program automatically, to produce a normal working executable
file.

cc will continue to invoke the MicroEMACS editor either until the program compiles without error,
or until you exit from the editor by typing <ctrl-U> followed by <ctrl-X><ctrl-C>.

Renaming executable files

When Let’s C compiles a source file, by default it names the executable program after the source
file. For example, when you compiled error.c, Let’s C automatically named the executable file
error.exe.

If you wish, you can give the executable file a different name. Use the -o (output) option, followed by
the desired name. For example, should you wish the executable file to have the name example.exe,
use the command:

cc -0 exanple.exe error.c

This command will compile the source file error.c and generate an executable file called
example.exe. The suffix .exe tells MS-DOS that the file is executable.

Floating-point numbers

Often, you will need to use floating-point numbers in your programs. If you are unsure what a
floating-point number is, see the Lexicon entry for float.

The routines that print floating-point numbers are large, and most C programs do not need to print
floating-point numbers; therefore, the code to perform floating-point arithmetic is not included in a
program by default. You must ask Let’s C to include these routines with your program by using the
-f option with the ec command.
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For example, if the program example.c used floating-point numbers, you would compile it with the
following command line:

cc -f exanple.c

If your program prints floating-point numbers or reads them from an input device, and it is not
compiled with the -f option, it will print the following error message when it is run:

You nust conpile with the -f option
to include printf() floating point!

Compiling multiple source files

Many programs are built from more than one file of C source code. For example, the program
factor, which is provided with Let’s C, is built from the C source files factor.c and atod.c. To
produce the executable program factor, both source files must be compiled; the linker 1d then joins
them to form an executable file.

To compile a program that uses more than one source file, type all of the source files onto the cc
command line. For example, to compile factor type the following:

cc -f factor.c atod.c -Im
This command compiles both C source files to create the program factor.

When the cc command line includes several file name arguments, by default it uses the first to
name the executable file. In the above example, cc produces the non-executable object modules
factor.obj and atod.obj, and then links them together to produce the executable file factor.exe.

The argument -lm tells cc to include routines from the mathematics library when the object
modules are linked. This option must come after the names of all of the source files, or the program

will not be linked correctly.
Wildcards

A wildcard character is one that represents a variety of characters. MS-DOS recognizes the asterisk
“* and the question mark ‘2. The asterisk can represent any string of characters of any length
(including no character at all), whereas the question mark can represent any one character.

For example, if the current directory held the following files:

a.c
ab.c
abc. c
abcd. ¢
typing dir a?.c would print:
ab.c
whereas typing dir a*.c would print all four files.

The cc command lets you use wildcards in your command line to save you time and effort. For
example, you can compile all of the C source files in the current directory simply by typing:

cc *.c
This command compiles all of the files with the suffix .c and links the resulting object modules.

In another example, if the program example were built from the source files examplel.c,
example2.c, and example3.c, you could compile them with the following command:
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cc exanpl e?.c

Tailoring the command line interface

With Let’s C, you can tailor the command-line interface that your compiled programs use. Some
programs do not use command-line arguments; others take a few; whereas others may need to read
the environment and expand wildcard characters. The following options allow you to select the
interface you want for your program.

The option -na (for “no arguments”) tells Let’s C that a program does not use command line
arguments. The -na option may be used with or without the -ns option, which suppresses STDIO.

The option -w (for “wildcard”) tells Let’s C to include code that expands the wildcards ‘?” and “*" used
in command-line arguments. For example, if the program example.exe is compiled with the -w
option, it will expand the command:

exanple *.c
The wildcard argument *.c will expand into all file names in the current directory that end in .c.

If your program defines a global array char _cmdname]] that gives the name of the command, then
compiling the program with the -w option will include code that fills in argv[0] with the command
name and looks for environmental variables of the form nameHEAD and nameTAIL. If found, these
are added to the argv[] array, respectively, before and after the command-line arguments.

For example, the word-count command we is built with the -w option. If you set the environmental
variable WCHEAD to -1, then the command

we foo.c
has the same effect as the command
we -1 foo.c
The arguments to the function main are usually defined as

mai n(argc, argv)
int argc; char *argv[];

On some systems, a third argument is available:

mai n(argc, argv, envp)
int argc;
char *argv[], *envp[];

The argument envp is a NULL-terminated array of pointers to environmental variables, each of the
form var=value. If a program is compiled without the -w option, Let’s C passes an empty list as
envp. If a program is compiled with this option, Let’s C passes an envp that points to all of the
MS-DOS environmental variables. Note that your program does not have to use envp; like arge and
argyv, it is available should you want it.

Linking without compiling

When you are writing a program that consists of several source files, you will need to compile the
program, test it, and then change one or more of the source files. Rather than recompile all of the
source files, you can save time by recompiling only the modified files and relinking the program.

For example, if you modify the factor program by changing the source file factor.c, you can
recompile factor.c and relink the entire program with the following command:
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cc -f factor.c atod.obj -Im

The first two arguments are the C source file factor.c and the object module atod.obj. cc recognizes
that atod.obj is an object module and simply passes it to the linker 1d without compiling it. You
will find this particularly useful when your programs consist of many source files and you need to
compile only a few of them.

To simplify compiling, especially if you are developing systems that use many source modules, you
should consider using the make command that is included with Let’s C. For more information on
make, see the entry in the Lexicon, or see the tutorial for make that appears later in this manual.

Compiling without linking

At times, you will need to compile a source file but not link the resulting object module to the other
object modules. You will do this, for example, to compile a module that you wish to insert into a
library. Use the -c option to tell cc not to link the compiled program. This option is used most
often to create relocatable object modules that can be archived into a library for later use.

For example, if you wanted just to compile factor.c without linking it, you would type:
cc -c factor.c

To link the resulting object module with the object module atod.obj and with the appropriate
libraries, type the following command:

cc -f factor.obj atod.obj -Im

Mini-make option

When you write a program that consists of several files of source code, you may find that, at one
time or another, you need to alter the code in just one or two files, to update the program or to fix a
bug. You must then recompile and relink the program to create an executable file; however, it is
wasteful to recompile every file of source code when did not modify all of them. What you need is an
easy way to recompile only the files that you edited, and then relink all of the object modules into an
executable file.

The -m (mini-make) option allows you to create an up-to-date version of your program without
recompiling all of your source files. When you use the -m option, the compiler compares the date
the source file was last modified with the date its object module was last created. If the object
module has a later date than the source file, then the source file has not been modified since it was
last compiled, and Let’s C will not recompile it. It will, however, re-link the previously compiled
object module to build a new executable file.

This option is quite useful when recompiling programs that are built out of many different modules
because unchanged source files are not recompiled unnecessarily. Note, however, that the -m
option does not recognize header file dependencies, so you should use it with some caution.

Note, too, that this option will not work properly if you do not reset your system’s time whenever
you reboot. If you do not, files will be date-stamped to the default time, and ce will not be able
organize them properly.

Assembly-language files

C makes most assembly language programming unnecessary. However, you may wish to write
small parts of your programs in assembly language for greater speed or to access processor features
that C cannot use directly. Let’s C includes an assembler, named as, which is described in detail in
the Lexicon.
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To compile a program that consists of the C source file example.c and the assembly-language
source file example.s, simply use the cc command as usual:

cc exanpl el.c exanple2.s

cc recognizes that the suffix .s indicates an assembly-language source file, and assembles it with as;
then it links both object modules to produce an executable file.

If you wish, you can also write programs that combine assembly language with C preprocessor
instructions. These files should have the suffix .m. When you name a .m file in a cec command, cc
will pass it first to the C preprocessor cpp, and then pass what epp produces to the assembler as.
These allow you to write assembly-language programs that are independent of i8086 memory model.
For more information on how to use the .m format, see the Lexicon entries for larges.h and for as.

Changing the size of the stack

The stack is the segment of memory that holds function arguments, local variables, and function
return addresses. Let’s C by default sets the size of the stack to two kilobytes (2,048 bytes). This is
enough stack space for most programs; however, some programs, such as the example program on
page 26 of the first edition of The C Programming Language, ed. 2, require more than two kilobytes
of stack. A program that uses more than its allotted amount of stack will cause a stack overflow;
this may force you to reboot your computer.

The size of the stack cannot be altered while a program is running. Should your program need more
than two Kilobytes of stack, use the -ys option to the cc command. For example, to increase the
stack size to 8,000 bytes, use the following command to the ec command:

cc -ys8000 hello.c

Note that this option indicates the number of bytes to which you wish to set the stack, not the
number of kilobytes. This must be a decimal number.

i8086 memory models

The i8086/88 microprocessor uses a segmented architecture. This means the i8086/88 divides
memory into segments of 64 kilobytes each. No program or data element can exceed that limit.

Intel Corporation has devised a number of models for organizing the segments of memory into a
program that is larger than any single segment. Let’s C implements the two most useful of these:
SMALL model and LARGE model.

SMALL model C programs use 16-bit pointers and near calls. Because a 16-bit pointer can address
65,536 bytes (64 kilobytes) of memory, SMALL model programs are limited to 64 kilobytes (one
segment) of code and 64 kilobytes of data and stack.

LARGE model C programs use 32-bit pointers and far calls. In the LARGE model, the 32-bit
pointers are converted by the processor to 20-bit addresses, so LARGE model programs can access
up to a total of 1,048,576 bytes (one megabyte) of code and data. The IBM PC and and its imitators
have a physical limit of 640 kilobytes.

In terms of execution, LARGE-model programs run more slowly than SMALL-model programs, but
for many purposes the advantages of the expanded address space of the LARGE model outweigh the
decreased efficiency.

When Let’s C compiles a program with the -VSMALL option, the resulting object module follows the
rules of the SMALL model. This is the default setting for the compiler. When the -VLARGE option
is used with the ce command, the object program follows the rules of the LARGE model.

When you compile a program with the -VLARGE option, cec defines the manifest constant LARGE to
the C preprocessor. This allows you to use the #ifdef LARGE conditional to flag model-dependent
code.
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Note that you cannot mix SMALL-model object modules with those compiled into LARGE model.
Debugging information

One powerful feature of Let’s C is its ability to generate programs that you can debug with esd, the
revolutionary Mark Williams C source debugger. csd lets you debug C source code: you can use it
even if you do not know i8086 assembly language.

csd uses debugging information that Let’s C writes into the object module as it compiles a C
program. Because this information slightly enlarges the file that contains the object modules,
Let’s C does not produce it unless you request it. To include debugging information in an object
module, use the -VCSD option before the file name argument on the cc command line:

cc -VCSD hello.c
The manual for csd describes the C source debugger in full.

A module compiled with the -VCSD option will run exactly the same as one compiled without it, but
the size of the object module will increase by a few bytes. The size of the executable file will
increase, due to the special symbol table that the -VCSD option builds.

With some programs that already approach the limits of the SMALL model, compiling with the -
VCSD option may make them too large to be executed as SMALL model programs. In that case,
recompile the program with the -VCSD and -VLARGE options; the latter option will create a LARGE
model output.

To remove the debug symbol table from the programs that you compile with the -VCSD option, use
the strip command. strip is described in the Lexicon.

i8087 programs

The Intel i8087 chip is a numeric data processor that is designed to execute mathematics routines.
It increases the speed with which programs can compute floating-point numbers. Because of its
expense, however, many personal computers do not include this chip.

Let’s C by default uses a special set of libraries that sense if an i8087 is present. When you compile
a program with these libraries and then run it, the library routines automatically check to see if an
i8087 is present on your computer. If an i8087 is present, then floating-point arithmetic is
automatically computed it; otherwise, it is computed in software. Thus, a program compiled with
Let’s C can be run to best advantage on machines that have an i8087 as well as on machines that
do not, without needing to recompile the program.

If you know that the program you are compiling will always be run on a machine with an i8087, you
may wish to use the libraries that use the i8087 exclusively. You can do this by specifying the -
VNDP option to the ee command. For example, to compile the program factor to run exclusively
with an i8087, use the following command:

cc -VNDP factor.c atod.c -Im

This program will not run on a machine that does not have an i8087; however, the executable file
will be somewhat smaller than one that uses the sensing libraries, and will run slightly faster.

Options passed to MS-LINK

The compiler controller ec passes a number of its options directly to MS-LINK. The following
summarizes them.

-y/switch
This option sends switch directly to MS-LINK. switch can be any MS-LINK command or
option.
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-ym Tell MS-LINK to create a map file that can be used with the MS-DOS utility DEBUG. For
more information on DEBUG and its uses, see your MS-DOS manual.

-yn Increase the number of segments allowed in a program to 1,024 using the MS-LINK
segments switch. Note that the segments switch is used only version of MS-LINK later 3.0.
Earlier versions use the x switch to increase the number of segments.

-ysnumber
Set the stack size to number where number is a decimal integer that gives the number of
bytes you desire. The stack is set by default to two kilobytes; to set the stack, for example,
to 16,000 bytes type:

cc -ys16000 foo.c

-yf Tell MS-LINK to write a linker command file. This option is useful, should you ever have
trouble linking a program and wish to see just what MS-LINK is doing, or if you wish to
fine-tune how your program is linked.

-yuname
Undefine the variable name for MS-LINK. This tells MS-LINK to link in the library module
called name even though it is not named explicitly in your program. For example, the
command line

cc -yuprintf exanple.c

tells MS-LINK to link the library module printf into your program, even if your program
does not explicitly call printf. This tactic is sometimes quite useful.

Compiling programs without STDIO

STDIO is an abbreviation for standard input and output. Library routines use STDIO to write to the
screen or read the keyboard. Most of the runtime startup routines included with Let’s C call
STDIO, whether your program uses any STDIO functions or not.

If you have a small program that does not use any of the STDIO functions, you can stop STDIO from
being linked into your program by using the -ns option. This will make your program noticeably
smaller and more efficient. Note that the -ns option gives your program a different version of the
exit command, one that does not call fclose or fflush

Using default options

To make using Let’s C even simpler, ec helps you specify default options with the environment
variables CCHEAD and CCTAIL These variables give options that cc adds to the command line you
give it: it adds CCHEAD to the start of the command line (after the “cc”), and it appends CCTAIL to
the end of the command line.

How you can build a nameHEAD and nameTAIL feature into your program is described above, in
the sub-section Tailoring the command line interface.

When you installed Let’s C, the install utility instructed you to set CCHEAD so that Let’'s C would
read the file CCARGS. If you wish, though, you can attach additional variables to CCHEAD, or add
them to the file ccargs.

For example, suppose you always wish to use the options -V and -f (for “verbose” compilation and
floating-point routines), and always link in the mathematics library with the -lm option (which, as
you recall, must be mentioned after the source and object modules). Rather than retype these
options every time you type a ce command line, you can set CCHEAD and CCTAIL as follows:

set CCHEAD=@:\lib\ccargs\ -V -f
set CCTAIL=-1m
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Note that if your computer has a hard disk, CCHEAD should indicate that ccargs is on drive C,
rather than drive A, as shown above. Thereafter, when you type

cc factor.c atod.c
it will be as if you had typed
cc -V -f factor.c atod.c -Im

in addition to the arguments contained in ccargs. These environmental variables allow you to pass
variables to Let’s C with ease. To ensure that these variables are set every time you boot your
system, be sure to enter the set commands described above into the file autoexec.bat on your MS-
DOS boot disk.

Where to go from here

For more information on compiling, see the Lexicon entry for cc. This entry summarizes all of ce’s
options, and presents many that are not discussed here. For more information on the assembler as,
see its entry in the Lexicon as well.

The following section introduces the MicroEMACS screen editor. If you have worked the exercises in
this part of the book, you have already used MicroEMACS a little; this tutorial, however, will show
you how to use all of its advanced features to input text quickly and easily.

Then comes an introduction to make, the Mark Williams programming discipline. If you are
building programs that use multiple files of source code, you will find make to be an invaluable tool.

Section 6, Questions and Answers, answers frequently asked questions about Let’s C and its
utilities. If you have a question about Let’s C, look here first. You may well find the information
you need.
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Infroduction to MicroEMACS

This section introduces MicroEMACS, the interactive screen editor for Let’s C. It is written for two
types of reader: the one who has never used a screen editor and needs a full introduction to the
subject, and the one who has used a screen editor before but wishes to review specific topics.

What is MicroEMACS?

MicroEMACS is an interactive screen editor. An editor lets you type text into your computer, name
it, store it, and recall it later for editing. Interactive means that MicroEMACS will accept an editing
command, execute it, display the results for you immediately, then wait for your next command.
Screen means that you can use nearly the entire screen of your terminal as a writing surface: you
can move your cursor up, down, and around your screen to create or change text, much as you
move your pen up, down, and around a piece of paper.

These features, plus the others that will be described in the course of this tutorial, make
MicroEMACS a tool that is powerful yet easy to use. You can use MicroEMACS to create or change
computer programs or any type of text file.

The MS-DOS version of MicroEMACS was adapted by Mark Williams Company from a public-
domain program written by David G. Conroy. This tutorial is based on the descriptions in his essay
MicroEMACS: Reasonable Display Editing in Little Computers MicroEMACS is derived from the
mainframe display editor EMACS, which was created at the Massachusetts Institute of Technology
by Richard Stallman.

For a summary of MicroEMACS and its commands, see the entry for me in the Lexicon.

Keystrokes — <ctrl>, <esc>

The MicroEMACS commands use control characters and meta characters. Control characters use the
control key, which is marked Control on your keyboard; meta characters use the escape key, which
is marked Esc.

Ctrl works like the shift key: you hold it down while you strike the other key. Here, this will be
represented with a hyphen; for example, pressing the control key and the letter ‘X key
simultaneously will be shown as follows:

<ctrl-X>

The esc key, on the other hand, works like an ordinary character. You should strike it first, then
strike the letter character you want. Escape character codes will not be represented with a hyphen;
for example, escape X will be represented as:

<esc>X

Becoming acquainted with MicroEMACS

Now you are ready for a few simple exercises that will help you get a feel for how MicroEMACS
works.

To begin, type the following command to MS-DOS:
me sanpl e

If you are using Let’s C through the MWS display interface, return to the main menu and then
press <return>. When the Edit menu appears, press the <> key until the cursor bar is at New File;
then press <return> and type sample.
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Within a few seconds, your screen will have been cleared of writing, the cursor will be positioned in
the upper left-hand corner of the screen, and a command line will appear at the bottom of your
screen.

Now type the following text. If you make a mistake, just backspace over it and retype the text. Press
the carriage return or enter key after each line:

mai n()

{
}

Notice how the text appeared on the screen character by character as you typed it, much as it would
appear on a piece of paper if you were using a typewriter.

printf("Hello, world!\n");

Now, type <ctrl-X><ctrl-S>; that is, type <ctrl-X>, and then type <ctrl-S>. It does not matter whether
you type capital or lower-case letters. Notice that this message has appeared at the bottom of your
screen:

[Wote 4 |ines]
This command has permanently stored, or saved, what you typed into a file named sample.

Type the next few commands, which demonstrate some of the tasks that MicroEMACS can perform
for you. These commands will be explained in full in the sections that follow; for now, try them to
get a feel for how MicroEMACS works.

Type <esc><. Be sure that you type a less-than symbol ‘<, instead of a comma. Notice that the
cursor has returned to the upper left-hand corner of the screen. Type <esc>F. The cursor has
jumped forward by one word, and is now on the left parenthesis. Type <ctrl-N>. Notice that the
cursor has jumped to the next line, and is now just to the right of the left brace {. Type <ctrl-A>.
The cursor has jumped to the beginning of the second line of your text. Type <ctrl-N> again, and
the cursor is at the beginning of the third line of the program, the printf statement.

Now, type <ctrl-K>. The third line of text has disappeared, leaving an empty space. Type <ctrl-K>
again. The empty space where the third line of text had been has now disappeared.

Type <esc>>. Be sure to type a greater-than symbol >’, not a period. The cursor has jumped to the
space just below the last line of text. Now type <ctrl-Y>. The text that you erased a moment ago has
now been restored.

By now, you should be feeling more at ease with typing MicroEMACS’s control and escape codes.
The following sections will explain what these commands mean. For now, exit from MicroEMACS by
typing <ctrl-X><ctrl-C>, and when the message

Qit [y/n]?
appears type y and then <return>. This will return you to MS-DOS or MWS.
Beginning a document

If your computer does not have a hard disk, do the following before you begin: insert disk 2, the
compiler disk, into drive A of your computer. Insert disk 8, which holds the sample programs, into
drive B. Then, log into directory sample on drive B by typing the following command:

cd b:\sanpl e

If your system does have a hard disk, log into directory sample on your hard disk by typing the
following:

cd c:\sanple
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Now, edit the file called examplel.c. First, use the cd to move to directory \src, which is where this
file was stored when you installed Let’s C. If you stored the sample programs in a different
directory, then use the ed command to transfer to that directory. Now, type the following command:

me exanpl el.c

If you are working through the MWS display interface, invoke MicroEMACS as follows: First, make
sure that you are in the main menu, and that the cursor bar is positioned over Edit. Type
<return>. When the Edit menu appear, press the <> key to move the cursor bar to Files. Press
<return>. A box will appear on the screen that shows all of the files available for editing. Press the
<> key until the cursor bar is positioned over the file labelled examplel.c; then press <return>. As
you can see, examplel.c now appears in the command box, which is at the top of the screen. Press
<end>, to return to the Edit menu; then press <return>, to execute the command you have just
built. This will invoke MicroEMACS to edit the file examplel.c.

In a moment, the following text will appear on your screen:

/
This is a sinple C programthat conputes the results
of three different rates of inflation over the

span of ten years. Use this text file to learn

how to use M cr oEMACS conmands

to make creating and editing text files quick,

* efficient and easy.

*/

#i ncl ude <stdio. h>

E I

mai n()
int i; /* count ten years */
float wi, w2, wg; /* three inflated quantities */
char *msg =" 9%Rd\t% % %\n";/* printf string */
i =0;
wl = 1.0;
w2 = 1.0;
w3 = 1.0;
for (i =1; i<=10; i++) {
wl *= 1.07; /* apply inflation */
w2 *= 1.08;
w3 *= 1.10;
printf (msg, i, wi, w2, w3);
}
}

When you type the MicroEMACS command and a file name, MicroEMACS copies that file into
memory. Your cursor also moved to the upper left-hand corner of the screen. At the bottom of the
screen appears the status line, as follows:

-- McroEMACS -- exanplel.c -- File: exanplel.c ----------

The word to the left, MicroEMACS, is the name of the editor. The word in the center, examplel.c, is
the name of the buffer that you are using. What a buffer is and how it is used will be covered later.
The name to the right is the name of the text file that you will be editing.

Moving the Cursor

Now that you have read a text file into memory, you will want to edit it. The first step is to learn to
move the cursor.
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Try these commands for yourself as they are described in the following paragraphs. That way, you
will quickly acquire a feel for handling MicroEMACS’s commands. You can also use your arrow keys
with MicroEMACS. The arrow keys are found on the keypad on the right-hand side of your
keyboard. If when you press the arrow keys, numbers appear in the text instead of the cursor being
moved, press the number lock key, which is the key marked Num Lock. That should solve the
problem.

Moving the cursor forward

This first set of commands moves the cursor forward.

<ctrl-F> Move forward one space
<esc>F Move forward one word
<ctrl-E> Move to end of line

To see how these commands work, do the following: Type the forward command <ctrl-F>. This is
equivalent to pressing <Rationale>. As before, it does not matter whether the letter ‘F’ is upper case
or lower case. The cursor has moved one space to the right, and now is over the character ‘* in the
first line.

Type <esc>F. The cursor has moved one word to the right, and is now over the space after the word
this. MicroEMACS considers only alphanumeric characters when it moves from word to word.
Therefore, the cursor moved from under the * to the space after the word this, rather than to the
space after the *. Now type the end of line command <ctrl-E>. The cursor has jumped to the end of
the line and is now just to the right of the e of the word three.

Moving the cursor backward

The following summarizes the commands for moving the cursor backwards.

<ctrl-B> Move back one space
<esc>B Move back one word
<ctrl-A> Move to beginning of line

To see how these work, first type the backward command <ctrl-B>. This is equivalent to pressing <>.
As you can see, the cursor has moved one space to the left, and now is over the letter e of the word
three. Type <esc>B. The cursor has moved one word to the left and now is over the t in three. Type
<esc>B again, and the cursor will be positioned on the o of the word of.

Type the beginning of line command <ctrl-A>. The cursor jumps to the beginnning of the line, and
once again is resting over the ‘/’ character in the first line.

From line to line

<ctrl-P> Move to previous line
<ctrl-N> Move to next line

These two commands move the cursor up and down the screen. Type the next line command <ctrl-
N>. The cursor jumps to the space before the ‘¥ in the next line. Type the end of line command
<ctrl-E>, and the cursor moves to the end of the second line to the right of the period.

Continue to type <ctrl-N> until the cursor reaches the bottom of the screen. This is the same as if
you typed <>. As you reached the first line in your text, the cursor jumped from its position at the
right of the period on the second line to just right of the brace on the last line of the file. When you
move your cursor up or down the screen, MicroEMACS will try to keep it at the same position within
each line. If the line to which you are moving the cursor is not long enough to have a character at
that position, MicroEMACS will move the cursor to the end of the line.
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Now, practice moving the cursor back up the screen. Type the previous line command <ctrl-P>. This
has the same effect as pressing <>. When the cursor jumped to the previous line, it retained its
position at the end of the line. MicroEMACS remembers the cursor’s position on the line, and
returns the cursor there when it jumps to a line long enough to have a character in that position.

Continue pressing <ctrl-P>. The cursor will move up the screen until it reaches the top of your text.
Moving up and down by a screenful of text

The next two cursor movement commands allow you to roll forward or backwards by one screenful
of text.

<ctrl-V> Move forward one screen
<esc>V Move back one screen

If you are editing a file with MicroEMACS that is too big to be displayed on your screen all at once,
MicroEMACS will display the file in screen-sized portions (22 lines at a time). The view commands
<ctrl-V> and <esc>V allow you to roll up or down one screenful of text at a time.

Type <ctrl-V>. Your screen now contains only the last three lines of the file. This is because you have
rolled forward by the equivalent of one screenful of text, or 22 lines.

Now, type <esc>V. Notice that your text rolls back onto the screen, and your cursor is positioned in
the upper left-hand corner of the screen, over the character ‘/’ in the first line.

Moving to beginning or end of text

Finally, these two cursor movement commands allow you to jump immediately to the beginning or
end of your text.

<esc>< Move to beginning of text
<esc>> Move to end of text

The end of text command <esc>> moves the cursor to the end of your text. Type <esc>>. Be sure to
type a greater-than symbol >’; this symbol may have been placed anywhere on your keyboard,
although on IBM-style keyboards it appears above the period. Your cursor has jumped to the end of
your text.

The beginning of text command <esc>< will move the cursor back to the beginning of your text.
Type <esc><. Be sure to type a less-than symbol ‘<’; on IBM-style keyboards it appears above the
comma. The cursor has jumped back to the upper left-hand corner of your screen.

These commands will move you immediately to the beginning or the end of your text, regardless of
whether the text is one page long or 20 pages long.

Saving text and quitting
If you do not wish to continue working at this time, you should save your text, and then quit.

It is good practice to save your text file every so often while you are working on it; then, if an
accident occurs, such as a power failure, you will not lose all of your work. You can save your text
with the save command <ctrl-X><ctrl-S>. Type <ctrl-X><ctrl-S>—that is, first type <ctrl-X>, then type
<ctrl-S>. If you had modified this file, the following message would appear:

[Wote 23 |ines]

The text file would have been saved to your computer’s disk. MicroEMACS will send you messages
from time to time; the messages enclosed in square brackets [' /|" are for your information, and do
not necessarily mean that something is wrong. To exit from MicroEMACS, type the quit command
<ctrl-X><ctrl-C>. This will return you to MS-DOS or MWS.

Killing and deleting
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Now that you know how to move the cursor, you are ready to edit your text.
To return to MicroEMACS, type the command:

me exanplel.c
Within a moment, examplel.c will be restored to your screen.

By now, you probably have noticed that MicroEMACS is always ready to insert material into your
text; unless you use the <ctrl> or <esc> keys, MicroEMACS will assume that whatever you type is
meant to be text and will insert it onto your screen where your cursor is positioned.

The simplest way to erase text is simply to position the cursor to the right of the text you want to
erase and backspace over it. MicroEMACS, however, also has a set of commands that allow you to
erase text easily. These commands, kill and delete, perform differently; the distinction is
important, and will be explained in a moment.

Deleting versus killing

When text is deleted, it is erased completely; however, when text is killed, it is copied into a
temporary storage area in memory. This storage area is overwritten when you move the cursor and
then kill additional text. Until then, however, the killed text is saved. This aspect of killing allows
you to restore text that you killed accidentally, and it also allows you to move or copy portions of
text from one position to another.

MicroEMACS is designed so that when it erases text, it does so beginning at the left edge of the
cursor. This left edge is called the current position.

You should imagine that an invisible vertical bar separates the cursor from the character
immediately to its left; as you enter the various kill and delete commands, this vertical bar moves to
the right or the left with the cursor, and erases the characters it touches. Therefore, if you wish to
erase a word but wish to keep both spaces around it, position your cursor directly over the first
character of the word and strike <esc>D. If you wish to erase a word and the space before it,
position the cursor at the space before you strike <esc>D, so that the invisible vertical bar sweeps
away the space at which the cursor is positioned, as well as the word that follows.

Erasing text to the right
The first two commands to be presented erase text to the right.

<ctrl-D> Delete one character to the right
<esc>D Kill one word to the right

<ctrl-D> deletes one character to the right of the current position. <esc>D deletes one word to the
right of the current position.

To try these commands, type the delete command <ctrl-D>. The character ‘/’ in the first line has
been erased, and the rest of the line has shifted one space to the left.

Now, type <esc>D. The ‘¥ character and the word This have been erased, and the line has shifted six
spaces to the left. The cursor is positioned at the space before the word is. Type <esc>D again. The
word is has vanished along with the space that preceded it, and the line has shifted four spaces to
the left.

<ctrl-D> deletes text, but <esc>D Kkills text.
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Erasing text to the left

You can erase text to the left with the following commands:

<del> Delete one character to the left
<ctrl-H> Delete one character to the left
<esc><del> Kill one word to the left
<esc><ctrl-H> Kill one word to the left

To see how to erase text to the left, first type the end of line command <ctrl-E>; this will move the
cursor to the right of the word three on the first line of text. Then, type <del>. The second e of the
word three has vanished.

Type <esc><del>. The rest of the word three has disappeared, and the cursor has moved to the
second space following the word of.

Move the cursor four spaces to the left, so that it is over the letter o of the word of. Type <esc><del>.
The word results has vanished, along with the space that was immediately to the right of it. As
before, these commands erased text beginning immediately to the left of the cursor. The <esc><del>
command can be used to erase words throughout your text.

If you wish to erase a word to the left yet preserve both spaces that are around it, position the
cursor at the space immediately to the right of the word and type <esc><del>. If you wish to erase a
word to the left plus the space that immediately follows it, position the cursor under the first letter
of the next word and then type <esc><del>.

Typing <del> deletes text, but typing <esc><del> kills text.
Erasing lines of text
Finally, the following command erases a line of text:
<ctrl-K> Kill from cursor to end of line
This command erases the line beginning from immediately to the left of the cursor.

To see how this works, move the cursor to the beginning of line 2. Now, strike <ctrl-K>. All of line 2
has vanished and been replaced with an empty space. Strike <ctrl-K> again. The empty space has
vanished, and the cursor is now positioned at the beginning of what used to be line 3, in the space
before * Use.

As its name implies, the <ctrl-K>command kills the line of text.

Yanking back (restoring) text

The following command allows you restore material that you have killed:
<ctrl-Y> Yank back (restore) Kkilled text

Remember that when material is killed, MicroEMACS has temporarily stored it elsewhere. You can
return this material to the screen by using the yank back command <ctrl-Y>. Type <ctrl-Y>. All of
line 2 has returned; the cursor, however, remains at the beginning of line 3.

Quitting

When you are finished, do not save the text. If you do so, the undamaged copy of the text that you
made earlier will be replaced with the present changed copy. Rather, use the quit command <ctrl-
X><ctrl-C>. Type <ctrl-X><ctrl-C>. On the bottom of your screen, MicroEMACS will respond:

Qit [y/n]?
Reply by typing y and a carriage return. If you type n, MicroEMACS will simply return you to where
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you were in the text. MicroEMACS will now return you to MS-DOS.
Block killing and moving text

As noted above, text that is killed is stored temporarily within the computer. Killed text may be
yanked back onto your screen, and not necessarily in the spot where it was originally killed. This
feature allows you to move text from one position to another.

Moving one line of text
You can kill and move one line of text with the following commands:

<ctrl-K> Kill text to end of line
<ctrl-Y> Yank back text

To test these commands, invoke MicroEMACS for the text examplel.c by typing the following
command:

me exanplel.c

or use the MWS interface, as you did earlier. When MicroEMACS appears, the cursor will be
positioned in the upper left-hand corner of the screen.

To move the first line of text, begin by typing the kill command <ctrl-K> twice. Now, press <esc>> to
move the cursor to the bottom of text. Finally, yank back the line by typing <ctrl-Y>. The line that
reads

/* This is a sinple C programthat conputes the results
is now at the bottom of your text.
Your cursor has moved to the point on your screen that is after the line you yanked back.
Multiple copying of killed text

When text is yanked back onto your screen, it is not deleted from within the computer. Rather, it is
simply copied back onto the screen. This means that killed text can be reinserted into the text more
than once. To see how this is done, return to the top of the text by typing <esc><. Then type <ctrl-
Y>. The line you just killed now appears as both the first and last line of the file.

The killed text will not be erased from its temporary storage until you move the cursor and then kill
additional text. If you kill several lines or portions of lines in a row, all of the killed text will be
stored in the buffer; if you are not careful, you may yank back a jumble of accumulated text.

Kill and move a block of text
If you wish to kill and move more than one line of text at a time, use the following commands:

<ctrl-@> Set mark
<ctrl-w> Kill block of text

If you wish to kill a block of text, you can either type the kill command <ctrl-K> repeatedly to kill the
block one line at a time, or you can use the block kill command <ctrl-W>. To use this command,
you must first set a mark on the screen, an invisible character that acts as a signal to the computer.
The mark is set with the mark command <ctrl-@>.

Once the mark is set, you must move your cursor to the other end of the block of text you wish to
kill, and then strike <ctrl-W>. The block of text will be erased, and will be ready to be yanked back
elsewhere.
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Try this out on examplel.c. Type <esc>< to move the cursor to the upper left-hand corner of the
screen. Then type the set mark command <ctrl-@>. By the way, be sure to type ‘@, not 2.
MicroEMACS will respond with the message

[Mark set]

at the bottom of your screen. Now, move the cursor down six lines, and type <ctrl-W>. Note how the
block of text you marked out has disappeared.

Move the cursor to the bottom of your text. Type <ctrl-Y>. The killed block of text has now been
reinserted.

When you yank back text, be sure to position the cursor at the exact point where you want the text
to be yanked back. This will ensure that the text will be yanked back in the proper place.

To try this out, move your cursor up six lines. Be careful that the cursor is at the beginning of the
line. Now, type <ctrl-Y> again. The text reappeared above where the cursor was positioned, and the
cursor has not moved from its position at the beginning of the line — which is not what would have
happened had you positioned it in the middle or at the end of a line.

Although the text you are working with has only 23 lines, you can move much larger portions of text
using only these three commands. Remember, too, that you can use this technique to duplicate
large portions of text at several positions to save yourself considerable time in typing and reduce the
number of possible typographical errors.

Capitalization and other tools

The next commands perform a number of useful tasks that will help with your editing. Before you
begin this section, destroy the old text on your screen with the quit command <ctrl-X><ctrl-C>, and
read into MicroEMACS a fresh copy of the program, as you did earlier.

Capitalization and lowercasing

The following MicroEMACS commands can automatically capitalize a word (that is, make the first
letter of a word upper case), or make an entire word upper case or lower case.

<esc>C Capitalize a word
<esc>L Lowercase an entire word
<esc>U Uppercase an entire word

To try these commands, do the following: First, move the cursor to the letter d of the word different
on line 2. Type the capitalize command <esc>C. The word is now capitalized, and the cursor is now
positioned at the space after the word. Move the cursor forward so that it is over the letter t in rates.
Press <esc>C again. The word changes to raTes. When you press <esc>C, MicroEMACS will
capitalize the first letter the cursor meets.

MicroEMACS can also change a word to all upper case or all lower case. (There is very little need for
a command that will change only the first character of an upper-case word to lower case, so it is not
included.)

Type <esc>B to move the cursor so that it is again to the left of the word Different. It does not matter
if the cursor is directly over the D or at the space to its left; as you will see, this means that you can
capitalize or lowercase a number of words in a row without having to move the cursor.

Type the uppercase command <esc>U. The word is now spelled DIFFERENT, and the cursor has
jumped to the space after the word.

Again, move the cursor to the left of the word DIFFERENT. Type the lowercase command <esc>L.
The word has changed back to different. Now, move the cursor to the space at the beginning of line
3 by typing <ctrl-N> then <ctrl-A>. Type <esc>L once again. The character “* is not affected by the
command, but the letter U is now lower case. <esc>L not only shifts a word that is all upper case to
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lower case: it can also un-capitalize a word.

The uppercase and lowercase commands stop at the first punctuation mark they meet after the
first letter they find. This means that, for example, to change the case of a word with an apostrophe
in it you must type the appropriate command twice.

Transpose characters

MicroEMACS allows you to reverse the position of two characters, or transpose them, with the
transpose command <ctrl-T>.

Type <ctrl-T>. The character that is under the cursor has been transposed with the character
immediately to its left. In this example,

* use this
in line 3 now appears:
* us ethis

The space and the letter e have been transposed. Type <ctrl-T> again. The characters have returned
to their original order.

Screen redraw

Occasionally, while you are editing you may interrupt MicroEMACS to invoke another program,
such as an electronic calculator or a clock. When you exit from that program, you may find that it
has left material on your screen and scrambled it. Although this extraneous material will not be
recorded into your text, you will need to redraw your screen in order to continue to edit. The
redraw screen command <ctrl-L> will redraw your screen to the way it was before it was scrambled.

Type <ctrl-L>. Notice how the screen flickers and the text is rewritten. Had your screen been spoiled
by extraneous material, that material would have been erased and the original text rewritten.

The <ctrl-L> command also has another use: you can move the line on which the cursor is
positioned to the center of the screen. If you have a file that contains more than one screenful of text
and you wish to have that particular line in the center of the screen, position the cursor on that line
and type <ctrl-U><ctrl-L>. Immediately, the screen will be rebuilt with the line you were interested
in positioned in the center.

Return indent

<ctrl-J> Return and indent

You may often be faced with a situation in which, for the sake of programming style, you need many
lines of indented text. After every line, you must return, then tab the correct number of times, then
type your text. Block indents can be a time-consuming typing chore. The MicroEMACS <ctrl-J>
command makes this task easier. When you type a file that has many lines of indented text, such as
a C program, you can save many keystrokes by using the <ctrlJ> command. <ctrl-J> moves the
cursor to the next line on the screen, and positions the cursor at the previous line’s level of
indentation.

To see how this works, first move the cursor to the line that reads
w3 *= 1.10:
Press <ctrl-E>, to move the cursor to the end of the line. Now, type <ctrl-J>.

As you can see, a new line opens up and the cursor is indented the same amount as the previous

line. Type
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/* Here is an exanple of auto-indentation */
This line of text begins directly under the previous line.

Word wrap

<ctrl-X>F Set word wrap

Although you have not yet had much opportunity to use it, MicroEMACS will automatically wrap
around text that you are typing into your computer. Word wrapping is controlled with the word
wrap command <ctrl-X>F. To see how the word wrap command works, first exit from MicroEMACS
by typing <ctrl-X><ctrl-C>; then reinvoke MicroEMACS by typing

me cucunber

or use the MWS display interface, as you did earlier. When MicroEMACS re-appears, type the
following text; however, do not type any carriage returns:

A cucunber shoul d be
wel | sliced, and dressed
wi th pepper and vi negar,
and then thrown out, as
good for not hing.

When you reached the edge of your screen, a dollar sign was printed and you were allowed to
continue typing. MicroEMACS accepted the characters you typed, but it placed them at a location
beyond the right edge of your screen.

Now, move to the beginning of the next line and type <ctrl-U>. MicroEMACS will reply with the
message:

Arg: 4
Type 30. The line at the bottom of your screen now appears as follows:
Arg: 30

(The use of the argument command <ectrl-U> will be explained in full in a few sections.) Now type the
word-wrap command <ctrl-X>F. MicroEMACS will now say at the bottom of your screen:

[Wap at col um 30]

This sequence of commands has set the word-wrap function, and told it to wrap to the next line all
words that extend beyond the 30th column on your screen.

The word wrap feature automatically moves your cursor to the beginning of the next line once you
type past a preset border on your screen. When you first enter MicroEMACS, that limit is
automatically set at the first column, which in effect means that word wrap has been turned off.

When you type prose for a report or a letter of some sort, you probably will want to set the border at
the 65th column, so that the printed text will fit neatly onto a sheet of paper. If you are using
MicroEMACS to type in a program, however, you probably will want to leave word wrap off, so you
do not accidentally introduce carriage returns into your code.

To test word wrapping, type the above text again, without using the carriage return key. When you
finish, it should appear as follows:

A cucunber should be well
sliced, and dressed with

pepper and vinegar, and then
thrown out, as good for nothing.

MicroEMACS automatically moved your cursor to the next line when you typed a space character
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after the 30th column on your screen.

If you wish to fix the border at some special point on your screen but do not wish to go through the
tedium of figuring out how many columns from the left it is, simply position the cursor where you
want the border to be, type <ctrl-X>F, and then type a carriage return. When <ctrl-X>F is typed
without being preceded by a <ctrl-U> command, it sets the word-wrap border at the point your
cursor happens to be positioned. When you do this, MicroEMACS will then print a message at the
bottom of your terminal that tells you where the word-wrap border is now set.

If you wish to turn off the word wrap feature again, simply set the word wrap border to one.
Search and Reverse Search

When you edit a large text, you may wish to change particular words or phrases. To do this, you can
roll through the text and read each line to find them; or you can have MicroEMACS find them for
you. Before you continue, close the present file by typing <ctrl-X> <ctrl-C>; now, reinvoke the editor
to edit the file examplel.c, as you did before. The following sections will perform some exercises
with this file.

Search forward

<ctrl-S$> Search forward incrementally
<esc>S Search forward with prompt

As you can see from the display, MicroEMACS has two ways to search forward: incrementally, and
with a prompt.

An incremental search is one in which the search is performed as you type the characters. To see
how this works, first type the beginning of text command <esc>< to move the cursor to the upper
left-hand corner of your screen. Now, type the incremental search command <ctrl-S>. MicroEMACS
will respond by prompting with the message

i-search forward:
at the bottom of the screen.

We will now search for the pointer *msg. Type the letters *msg one at a time, starting with *. The
cursor has jumped to the first place that a * was found: at the second character of the first line. The
cursor moves forward in the text file and the message at the bottom of the screen changes to reflect
what you have typed.

Now type m. The cursor has jumped ahead to the letter s in *msg. Type s. The cursor has jumped
ahead to the letter g in *msg. Finally, type g. The cursor is over the space after the token *msg.
Finally, type <esc> to end the string. MicroEMACS will reply with the message

[ Done]
which indicates that the search is finished.

If you attempt an incremental search for a word that is not in the file, MicroEMACS will find as
many of the letters as it can, and then give you an error message. For example, if you tried to search
incrementally for the word *msgs, MicroEMACS would move the cursor to the phrase *msg; when
you typed ‘s’, it would tell you

failing i-search forward: *nsgs

With the prompt search, however, you type in the word all at once. To see how this works, type
<esc><, to return to the top of the file. Now, type the prompt search command <esc>S. MicroEMACS
will respond by prompting with the message
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Search [*nsgs]:

at the bottom of the screen. The word *msgs is shown because that was the last word for which you
searched, and so it is kept in the search buffer.

Type in the words editing text, then press the carriage return. Notice that the cursor has jumped to
the period after the word text in the next to last line of your text. MicroEMACS searched for the
words editing text, found them, and moved the cursor to them.

If the word you were searching for was not in your text, or at least was not in the portion that lies
between your cursor and the end of the text, MicroEMACS would not have moved the cursor, and
would have displayed the message

Not found
at the bottom of your screen.
Reverse search

<ctrl-R> Search backwards incrementally
<esc>R Search backwards with prompt

The search commands, useful as they are, can only search forward through your text. To search
backwards, use the reverse search commands <etrl-R> and <esc>R. These work exactly the same as
their forward-searching counterparts, except that they search toward the beginning of the file rather
than toward the end.

For example, type <esc>R. MicroEMACS will reply with the message
Reverse search [editing text]:

at the bottom of your screen. The words in square brackets are the words you entered earlier for the
search command; MicroEMACS remembered them. If you wanted to search for editing text again,
you would just press the carriage return. For now, however, type the word program and press the
carriage return.

Notice that the cursor has jumped so that it is under the letter p of the word program in line 1.
When you search forward, the cursor will move to the space after the word you are searching for,
whereas when you reverse search, the cursor will be moved to the first letter of the word you are
searching for.

Cancel a command

<ctrl-G> Cancel a search command

As you have noticed, the commands to move the cursor or to delete or kill text all execute
immediately. Although this speeds your editing, it also means that if you type a command by
mistake, it executes before you can stop it.

The search and reverse search commands, however, wait for you to respond to their prompts before
they execute. If you type <esc>S or <esc>R by accident, MicroEMACS will interrupt your editing and
wait for you to initate a search that you do not want to perform. You can evade this problem,
however, with the cancel command <ctrl-G>. This command tells MicroEMACS to ignore the
previous command.

To see how this command works, type <esc>R. When the prompt appears at the bottom of your
screen, type <ctrl-G>. Three things happen: your terminal beeps, the characters G appear at the
bottom of your screen, and the cursor returns to where it was before you first typed <esc>R. The
<esc>R command has been cancelled, and you are free to continue editing.
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If you cancel an incremental search command, <ctrl-S> or <esc-S>, the cursor will return to where it
was before you began the search. For example, type <esc>< to return to the top of the file. Now type
<ctrl-S> to begin an incremental search, and type m. When the cursor moves to the m in simple,
type <ctrl-G>. The bell will ring, and your cursor will be returned to the top of the file, which is
where you began the search.

Search and replace

<esc>% Search and replace

MicroEMACS also gives you a powerful function that allows you to search for a string and replace it
with a keystroke. You can do this by executing the search and replace command <esc>%.

To see how this works, move to the top of the text file by typing <ese><; then type <esc>%. You will
see the following message at the bottom of your screen:

ad string:
As an exercise, type msg. MicroEMACS will then ask:
New string:

Type message, and press the carriage return. As you can see, MicroEMACS jumps to the first
occurrence of the string msg, and prints the following message at the bottom of your screen:

Query replace: [nsg] -> [nmessage]

MicroEMACS is asking if it should proceed with the replacement. Type a carriage return: this
displays the options that are available to you at the bottom of your screen:

<SP>[,] replace, [.] rep-end, [n] dont, [!] repl rest <C-G quit
The options are as follows:

Typing a space or a comma will execute the replacement, and move the cursor to the next
occurrence of the old string; in this case, it will replace msg with message, and move the cursor to
the next occurrence of msg.

Typing a period ‘.’ will replace this one occurrence of the old string, and end the search and replace
procedure; in this example, typing a period will replace this one occurrence of msg with message
and end the procedure.

Typing the letter ‘n’ tells MicroEMACS not to replace this instance of the old string, and move to the
next occurrence of the old string; in this case, typing n’ will not replace msg with message, and the
cursor will jump to the next place where msg occurs.

Typing an exclamation point ‘!’ tells MicroEMACS to replace all instances of the old string with the
new string, without checking with you any further. In this example, typing ‘" will replace all
instances of msg with message without further queries from MicroEMACS.

Finally, typing <ctrl-G> aborts the search and replace procedure.
Saving text and exiting

This set of basic editing commands allows you to save your text and exit from the MicroEMACS
program. They are as follows:

<ctrl-X><ctrl-S> Save text
<ctrl-X><ctrl-W> Write text to a new file
<ctrl-Z> Save text and exit
<ctrl-X><ctrl-C> Exit without saving text
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You have used two of these commands already: the save command <ctrl-X><ctrl-S> and the quit
command <ctrl-X><ctrl-C>, which respectively allow you to save text or to exit from MicroEMACS
without saving text. (Commands that begin with <ctrl-X> are called extended commands; they are
used frequently in the advanced editing to be covered in the second half of this tutorial.)

Write text to a new file

<ctrl-X> <ctrl-w> Write text to a new file

If you wish, you may copy the text you are currently editing to a text file other than the one from
which you originally took the text. Do this with the write command <ctrl-X><ctrl-W>.

To test this command, type <ctrl-X><ctrl-W>. MicroEMACS will display the following message on the
bottom of your screen:

Wite file:

MicroEMACS is asking for the name of the file to which you wish to write the text. Type sample.
MicroEMACS will reply:

[Wote 23 lines]

The 23 lines of your text have been copied to a new file called sample. The status line at the bottom
of your screen has changed to read as follows:

-- McroEMACS -- exanmplel.c -- File: sample --------------

The significance of the change in file name will be discussed in the second half of this tutorial.

Before you copy text into a new file, be sure that you have not selected a file name that is already
being used. If you do, whatever is stored under that file name will be erased, and the text created
with MicroEMACS will be stored in its place.

Save text and exit

Finally, the store command <ctrl-Z> will save your text and move you out of the MicroEMACS editor.
To see how this works, watch the bottom line of your terminal carefully and type <ctrl-Z>. The MS-
DOS MicroEMACS has saved your text, and now you can issue commands directly to MS-DOS.

Advanced editing
The second half of this tutorial introduces the advanced features of MicroEMACS.

The techniques described here will help you execute complex editing tasks with minimal trouble.
You will be able to edit more than one text at a time, display more than one text on your screen at a
time, enter a long or complicated phrase repeatedly with only one keystroke, and give commands to
MS-DOS without having to exit from MicroEMACS.

Before beginning, however, you must prepare a new text file. Type the following command to MS-
DOS:

me exanpl e2.c

If you are using the display interface of MWS, the Mark Williams shell, invoke example2.c in the
same way that you invoked examplel.c earlier.

In a moment, example2.c will appear on your screen, as follows:
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Use this programto get better acquainted
with the M croEMACS interactive screen editor.
You can use this text to learn sonme of the
nore advanced editing features of M croEMACS.
/

%k Ok Ok

#i ncl ude <stdio. h>
mai n()

FILE *fp;
int ch;
int filenane[20];

printf("Enter file name: ");
gets(fil enane);

if ((fp =fopen(filenane,"r")) !'=NULL) {
while ((ch = fgetc(fp)) != EOF)
fputc(ch, stdout);

}
el se

printf("Cannot open %.\n", filenane);
fclose(fp);

Arguments

Most of the commands already described in this tutorial can be used with arguments. An argument
is a subcommand that tells MicroEMACS to execute a command a given number of times. With
MicroEMACS, arguments are introduced by typing <ctrl-U>.

Arguments — default values

By itself, <ctrl-U> sets the argument at four. To illustrate this, first type the next line command
<ctrl-N>. By itself, this command moves the cursor down one line, from being over the ‘/’ at the
beginning of line 1, to being over the space at the beginning of line 2.

Now, type <ctrl-U>. MicroEMACS replies with the message:
Arg: 4

Now type <ctrl-N>. The cursor jumps down four lines, from the beginning of line 2 to the letter m of
the word main at the beginning of line 6.

Type <ctrl-U>. The line at the bottom of the screen again shows that the value of the argument is
four. Type <ctrl-U> again. Now the line at the bottom of the screen reads:

Arg: 16
Type <ctrl-U> once more. The line at the bottom of the screen now reads:
Arg: 64

Each time you type <ctrl-U>, the value of the argument is multiplied by four. Type the forward
command <ctrl-F>. The cursor has jumped ahead 64 characters, and is now over the i of the word
file in the printf statement in line 11.
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Selecting values

Naturally, arguments do not have to be powers of four. You can set the argument to whatever
number you wish, simply by typing <ctrl-U> and then typing in the number you want.

For example, type <ctrl-U>, and then type 3. The line at the bottom of the screen now reads:
Arg: 3
Type the delete command <esc>D. MicroEMACS has deleted three words to the right.

Arguments can be used to increase the power of any cursor movement command, or any kill or
delete command. The sole exception is <ctrl-W>, the block kill command.

Deleting with arguments—an exception

Killing and deleting were described in the first part of this tutorial. They were said to differ in that
text that was killed was stored in a special area of the computer and could be yanked back, whereas
text that was deleted was erased outright. However, there is one exception to this rule: any text that
is deleted using an argument can also be yanked back.

Move the cursor to the upper left-hand corner of the screen by typing the begin text command
<esc><. Then, type <ctrl-U> 5 <ctrl-D>. The word Use has disappeared. Move the cursor to the right
until it is between the words better and acquainted, then type <ctrl-Y>. The word Use has been
moved within the line (although the spaces around it have not been moved). This function is very
handy, and should greatly speed your editing.

Remember, too, that unless you move the cursor between one set of deletions and another, the
computer’s storage area will not be erased, and you may yank back a jumble of text.

Buffers and files

Before beginning this section, replace the changed copy of the text on your screen with a fresh copy.
Type the quit command <ctrl-X><ctrl-C> to exit from MicroEMACS without saving the text; then
return to MicroEMACS to edit the file example2.c, as you did earlier.

Now, look at the status line at the bottom of your screen. It should appear as follows:
-- McroEMACS -- exanple2.c -- File: exanple2.¢c --------------

As noted in the first half of this tutorial, the name on the left of the command line is that of the
program. The name in the middle is the name of the buffer with which you are now working, and
the name to the right is the name of the file from which you read the text.

Definitions

A file is a text that has been given a name and has been permanently stored by your computer. A
buffer is a portion of the computer’s memory that has been set aside for you to use, which may be
given a name, and into which you can put text temporarily. You can put text into the buffer by
typing it in from your keyboard or by copying it from a file.

Unlike a file, a buffer is not permanent: if your computer were to stop working (because you turned
the power off, for example), a file would not be affected, but a buffer would be erased.

You must name your files because you work with many different files, and you must have some way
to tell them apart. Likewise, MicroEMACS allows you to name your buffers, because MicroEMACS
allows you to work with more than one buffer at a time.
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File and buffer commands

MicroEMACS gives you a number of commands for handling files and buffers. These include the
following:

<ctrl-X><ctrl- W> Write text to file

<ctrl-X><ctrl-F> Rename file

<ctrl-X><ctrl-R> Replace buffer with named file
<ctrl-X><ctrl-V> Switch buffer or create a new buffer
<ctrl-X>K Delete a buffer

<ctrl-X><ctrl-B> Display the status of each buffer

Write and rename commands

The write command <ctrl-X><ctrl-W> was introduced earlier when the commands for saving text and
exiting were discussed. To review, <ctrl-X><ctrl-W> changes the name of the file into which the text
is saved, and then writes a copy of the text into that file.

Type <ctrl-X><ctrl-W>. MicroEMACS responds by printing
Wite file:

on the last line of your screen.

Type junkfile, then <return>. Two things happen: First, MicroEMACS writes the message
[Wote 21 |ines]

at the bottom of your screen. Second, the name of the file shown on the status line has changed
from example2.c to junlkfile. MicroEMACS is reminding you that your text is now being saved into
the file junkfile.

The file rename command <ctrl-X><ctrl-F> allows you rename the file to which you are saving text,
without automatically writing the text to it. Type <ctrl-X><ctrl-F>. MicroEMACS will reply with the
prompt:

Narme:

Type example2.c and <return>. MicroEMACS does not send you a message that lines were written
to the file; however, the name of the file shown on the status line has changed from junikfile back to
example2.c.

Replace text in a buffer

The replace command <ctrl-X><ctrl-R> allows you to replace the text in your buffer with the text
taken from another file.

Suppose, for example, that you had edited example2.c and saved it, and now wished to edit
examplel.c. You could exit from MicroEMACS, then re-invoke MicroEMACS for the file exampleZ2.c,
but this is cumbersome. A more efficient way is to simply replace the example2.c in your buffer with
examplel.c.

Type <ctrl-X><ctrl-R>. MicroEMACS replies with the prompt:
Read file:

Type examplel.c. Notice that example2.c has rolled away and been replaced with examplel.c. Now,
check the status line. Notice that although the name of the buffer is still example2.c, the name of
the file has changed to examplel.c. You can now edit examplel.c; when you save the edited text,
MicroEMACS will copy it back into the file examplel.c — unless, of course, you again choose to
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rename the file.
Visiting another buffer

The last command of this set, the visit command <ctrl-X><ctrl-V>, allows you to create more than
one buffer at a time, to jump from one buffer to another, and move text between buffers. This
powerful command has numerous features.

Before beginning, however, straighten up your buffer by replacing examplel.c with example2.c. Type
the replace command <ctrl-X><ctrl-R>; when MicroEMACS replies by asking

Read file:
at the bottom of your screen, type exampleZ2.c.
You should now have the file example2.c read into the buffer named exampleZ2.c.
Now, type the visit command <ctrl-X><ctrl-V>. MicroEMACS replies with the prompt
Visit file:

at the bottom of the screen. Now type examplel.c. Several things happen. example2.c rolls off the
screen and is replaced with examplel.c; the status line changes to show that both the buffer name
and the file name are now examplel.c; and the message

[ Read 23 |ines]
appears at the bottom of the screen.

This does not mean that your previous buffer has been erased, as it would have been had you used
the replace command <ctrl-X><ctrl-R>. example2.c is still being kept “alive” in a buffer and is
available for editing; however, it is not being shown on your screen at the present moment.

Type <ctrl-X><ctrl-V> again, and when the prompt appears, type example2.c. examplel.c scrolls off
your screen and is replaced by example2.c, and the message

[AOd buffer]
appears at the bottom of your screen. You have just jumped from one buffer to another.
Move text from one buffer to another

The visit command <ctrl-X><ctrl-V> not only allows you to jump from one buffer to another, it
allows you to move text from one buffer to another as well. The following example shows how you
can do this.

First, Kkill the first line of example2.c by typing the kill command <ctrl-K> twice. This removes both
the line of text and the space that it occupied; if you did not remove the space as well the line itself,
no new line would be created for the text when you yank it back. Next, type <ctrl-X><ctrl-V>. When
the prompt

Visit file:

appears at the bottom of your screen, type examplel.c. When examplel.c has rolled onto your
screen, type the yank back command <ctrl-Y>. The line you killed in example2.c has now been
moved into examplel.c.

Checking buffer status

The number of buffers you can use at any one time is limited only by the size of your computer. You
should create only as many buffers as you need to use immediately; this will help the computer run
efficiently.
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To help you keep track of your buffers, MicroEMACS has the buffer status command <ctrl-X><ctrl-
B>. Type <ctrl-X><ctrl-B>. The status line has moved up to the middle of the screen, and the bottom
half of your screen has been replaced with the following display:

C Si ze Lines Buf f er File
* 655 24 exanpl el.c exanpl el.c
* 403 20 exanpl e2. ¢ exanpl e2. ¢

This display is called the buffer status window. The use of windows will be discussed more fully in
the following section.

The letter C over the leftmost column stands for Changed. An asterisk on a line indicates that the
buffer has been changed since it was last saved, whereas a space means that the buffer has not
been changed. Size indicates the buffer’s size, in number of characters; Buffer lists the buffer name,
and File lists the file name.

Now, kill the second line of examplel.c by typing the kill command <ctrl-K>. Then type <ctrl-X><ctrl-
B> once again. The size of the buffer examplel.c has been reduced from 657 characters to 595 to
reflect the decrease in the size of the buffer.

To make this display disappear, type the one window command <ctrl-X>1. This command will be
discussed in full in the next section.

Renaming a buffer

One more point must be covered with the visit command. MS-DOS will not allow you to have more
than one file with the same name. For the same reason, MicroEMACS will not allow you to have
more than one buffer with the same name.

Ordinarily, when you visit a file that is not already in a buffer, MicroEMACS will create a new buffer
and give it the same name as the file you are visiting. However, if for some reason you already have
a buffer with the same name as the file you wish to visit, MicroEMACS will stop and ask you to give
a new, different name to the buffer it is creating.

For example, suppose that you wanted to visit a new file named sample, but you already had a
buffer named sample. MicroEMACS would stop and give you this prompt at the bottom of the
screen:

Buf f er nane:

You would type in a name for this new buffer. This name could not duplicate the name of any
existing buffer. MicroEMACS would then read the file sample into the newly named buffer.

Delete a buffer

If you wish to delete a buffer, simply type the delete buffer command <ctrl-X>K. This command will
allow you to delete only a buffer that is hidden, not one that is being displayed.

Type <ctrl-X>K. MicroEMACS will give you the prompt:
Kill buffer:

Type example2.c. Because you have changed the buffer, MicroEMACS asks:
Di scard changes [y/n]?

Type y. Then type the buffer status command <ctrl-X><ctrl-B>; the buffer status window will no
longer show the buffer example2.c. Although the prompt refers to killing a buffer, the buffer is in
fact deleted and cannot be yanked back.

Windows
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Before beginning this section, it will be necessary to create a new text file. Exit from MicroEMACS by
typing the quit command <ctrl-X><ctrl-C>; then reinvoke MicroEMACS for the text file examplel.c
as you did earlier.

Now, copy example2.c into a buffer by typing the visit command <ctrl-X><ctrl-V>. When the message
Visit file:

appears at the bottom of your screen, type example2.c. MicroEMACS will read example2.c into a
buffer, and show the message

[Read 21 lines]
at the bottom of your screen.

Finally, copy a new text, called example3.c, into a buffer. Type <ctrl-X><ctrl-V> again. When
MicroEMACS asks which file to visit, type example3.c. The message

[Read 123 lines]
will appear at the bottom of your screen.
The first screenful of text will appear as follows:

/
Factor prints out the prine factorization of nunbers.
If there are any argunents, then it factors these. |If
there are no argunments, then it reads stdin until
either EOF or the nunber zero or a non-nuneric
non-whi t e-space character. Since factor does all of
its calculations in double format, the |argest nunber
* which can be handled is quite |arge.

*/

#i ncl ude <stdio. h>

#i ncl ude <mat h. h>

#i ncl ude <ctype. h>

* %k ok ok % ok

#define NUL '\ 0O’
#define ERROR 0x10 /* |l argest input base */
#defi ne MAXNUM 200 /* nax nunber of chars in nunber */

mai n(argc, argv)

int argc;

regi ster char *argv[];

-- McroEMACS -- exanple3.c -- File: exanple3.c --------------

At this point, example3.c is on your screen, and examplel.c and example2.c are hidden.

You could edit first one text and then another, while remembering just how things stood with the
texts that were hidden; but it would be much easier if you could display all three texts on your
screen simultaneously. MicroEMACS allows you to do just that by using windows.

Creating windows and moving between them

A window is a portion of your screen that is set aside and can be manipulated independently from
the rest of the screen. The following commands let you create windows and move between them:
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<ctrl-X>2 Create a window
<ctrl-X>1 Delete extra windows
<ctrl-X>N Move to next window
<ctrl-X>P Move to previous window

The best way to grasp how a window works is to create one and work with it. To begin, type the
create a window command <ctrl-X>2.

Your screen is now divided into two parts, an upper and a lower. The same text is in each part, and
the command lines give example3.c for the buffer and file names. Also, note that you still have only
one cursor, which is in the upper left-hand corner of the screen.

The next step is to move from one window to another. Type the next window command <ctrl-X>N.
Your cursor has now jumped to the upper left-hand corner of the lower window.

Type the previous window command <ctrl-X>P. Your cursor has returned to the upper left-hand
corner of the top window.

Now, type <ctrl-X>2 again. The window on the top of your screen is now divided into two windows,
for a total of three on your screen. Type <ctrl-X>2 again. The window at the top of your screen has
again divided into two windows, for a total of four.

It is possible to have as many as 11 windows on your screen at one time, although each window will
show only the control line and one or two lines of text. Neither <ctrl-X>2 nor <ctrl-X>1 can be used
with arguments.

Now, type the one window command <ctrl-X>1. All of the extra windows have been eliminated, or
closed.

Enlarging and shrinking windows

When MicroEMACS creates a window, it divides the window in which the cursor is positioned into
half. You do not have to leave the windows at the size MicroEMACS creates them, however. If you
wish, you may adjust the relative size of each window on your screen, using the enlarge window
and shrink window commands:

<ctrl-X>Z Enlarge window
<ctrl-X><ctrl-Z> Shrink window

To see how these work, first type <ctrl-X>2 twice. Your screen is now divided into three windows: two
in the top half of your screen, and the third in the bottom half.

Now, type the enlarge window command <ctrl-X>Z. The window at the top of your screen is now one
line bigger: it has borrowed a line from the window below it. Type <ctrl-X>Z again. Once again, the
top window has borrowed a line from the middle window.

Now, type the next window command <ctrl-X>N to move your cursor into the middle window. Again,
type the enlarge window command <ctrl-X>Z. The middle window has borrowed a line from the
bottom window, and is now one line larger.

The enlarge window command <ctrl-X>Z allows you to enlarge the window your cursor is in by
borrowing lines from another window, provided that you do not shrink that other window out of
existence. Every window must have at least two lines in it: one command line and one line of text.

The shrink window command <ctrl-X><ctrl-Z> allows you to decrease the size of a window. Type
<ctrl-X><ctrl-Z>. The present window is now one line smaller, and the lower window is one line larger
because the line borrowed earlier has been returned.
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The enlarge window and shrink window commands can also be used with arguments introduced
with <ctrl-U>. However, remember that MicroEMACS will not accept an argument that would shrink
another window out of existence.

Displaying text within a window

Displaying text within the limited area of a window can present special problems. The view
commands <ctrl-V> and <esc>V will roll window-sized portions of text up or down, but you may
become disoriented when a window shows only four or five lines of text at a time. Therefore, three
special commands are available for displaying text within a window:

<ctrl-X><ctrl-N> Scroll down
<ctrl-X><ctrl-P> Scroll up
<esc>! Move within window

Two commands allow you to move your text by one line at a time, or scroll it: the scroll up
command <ctrl-X><ctrl-N>, and the scroll down command <ctrl-X><ctrl-P>.

Type <ctrl-X><ctrl-N>. The line at the top of your window has vanished, a new line has appeared at
the bottom of your window, and the cursor is now at the beginning of what had been the second line
of your window.

Now type <ctrl-X><ctrl-P>. The line at the top that had vanished earlier has now returned, the cursor
is at the beginning of it, and the line at the bottom of the window has vanished. These commands
allow you to move forward in your text slowly so that you do not become disoriented.

Both of these commands can be used with arguments introduced by <ctrl-U>.

The third special movement command is the move within window command <esc>!. This command
moves the line your cursor is on to the top of the window.

To try this out, move the cursor down three lines by typing <ctrl-U>3<ctrl-N>, then type <esc>!. (Be
sure to type an exclamation point ‘', not a numeral one ‘1’, or nothing will happen.) The line to
which you had moved the cursor is now the first line in the window, and three new lines have
scrolled up from the bottom of the window. You will find this command to be very useful as you
become more experienced at using windows.

All three special movement commands can also be used when your screen has no extra windows,
although you will not need them as much.

One buffer

Now that you have been introduced to the commands for manipulating windows, you can begin to
use windows to speed your editing.

To begin with, scroll up the window you are in until you reach the top line of your text. You can do
this either by typing the scroll up command <ctrl-X><ctrl-P> several times, or by typing <esc><.

Kill the first line of text with the kill command <ctrl-K>. The first line of text has vanished from all
three windows. Now, type <ctrl-Y> to yank back the text you just killed. The line has reappeared in
all three windows.

The main advantage to displaying one buffer with more than one window is that each window can
display a different portion of the text. This can be quite helpful if you are editing or moving a large
text.

To demonstrate this, do the following: First, move to the end of the text in your present window by
typing the end of text command <esc>>, then typing the previous line command <ctrl-P> four times.
Now, kill the last four lines.
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You could move the killed lines to the beginning of your text by typing the beginning of text
command <esc><; however, it is more convenient simply to type the next window command <ctrl-
X>N, which will move you to the beginning of the text as displayed in the next window. MicroEMACS
remembers a different cursor position for each window.

Now yank back the four killed lines by typing <ctrl-Y>. You can simultaneously observe that the
lines have been removed from the end of your text and that they have been restored at the
beginning.

Multiple buffers

Windows are especially helpful when they display more than one text. Remember that at present
you are working with three buffers, named examplel.c, example2.c, and example3.c, although your
screen is displaying only example3.c. To display a different text in a window, use the switch buffer
command <ctrl-X>B.

Type <ctrl-X>B. When MicroEMACS asks
Use buffer:

at the bottom of the screen, type examplel.c. The text in your present window will be replaced with
examplel.c. The command line in that window has changed, too, to reflect the fact that the buffer
and the file names are now examplel.c.

Moving and copying text among buffers

It is now very easy to copy text among buffers. To see how this is done, first kill the first line of
examplel.c by typing the <ctrl-K> command twice. Yank back the line immediately by typing <ctrl-
Y>. Remember, the line you killed has not been erased from its special storage area, and may be
yanked back any number of times.

Now, move to the previous window by typing <ctrl-X>P, then yank back the killed line by typing <ctrl-
Y>. This technique can also be used with the block kill command <ctrl-W> to move large amounts of
text from one buffer to another.

Checking buffer status

The buffer status command <ctrl-X><ctrl-B> can be used when you are already displaying more
than one window on your screen.

When you want to remove the buffer status window, use either the one window command <ctrl-X>1,
or move your cursor into the buffer status window using the next window command <ctrl-X>N and
replace it with another buffer by typing the switch buffer command <ctrl-X>B.

Saving text from windows

The final step is to save the text from your windows and buffers. Close the lower two windows with
the one window command <ctrl-X>1. Remember, when you close a window, the text that it
displayed is still kept in a buffer that is hidden from your screen. For now, do not save any of these
altered texts.

When you use the save command <ctrl-X><ctrl-S>, only the text in the window in which the cursor
is positioned will be written to its file. If only one window is displayed on the screen, the save
command will save only its text.

If you made changes to the text in another buffer, such as moving portions of it to another buffer,
MicroEMACS will ask

Qit [y/n]:

If you answer ‘m’, MicroEMACS will save the contents of the buffer you are currently displaying by
writing them to your disk, but it will ignore the contents of other buffers, and your cursor will be
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returned to its previous position in the text. If you answer 'y’, MicroEMACS again will save the
contents of the current buffer and ignore the other buffers, but you will exit from MicroEMACS and
return to MS-DOS. Exit from MicroEMACS by typing the quit command <ctrl-X><ctrl-C>.

Keyboard macros
Another helpful feature of MicroEMACS is that it allows you to create a keyboard macro.
Before beginning this section, reinvoke MicroEMACS to edit example3.c as you did earlier.

The term macro means a number of commands or characters that are bundled together under a
common name. Although MicroEMACS allows you to create only one macro at a time, this macro
can consist of a common phrase or a common command or series of commands that you use
while editing your file.

Keyboard macro commands

The keyboard macro commands are as follows:

<ctrl-X>( Begin macro collection
<ctrl-X>) End macro collection
<ctrl-X>E Execute macro

To begin to create a macro, type the begin macro command <ctrl-X>(. Be sure to type an open
parenthesis ‘(’, not a numeral ‘9’. MicroEMACS will reply with the message

[Start macro]
Type the following phrase:
MAXNUM

Then type the end macro command <ctrl-X>). Be sure you type a close parenthesis ‘), not a numeral
‘0’. MicroEMACS will reply with the message

[ End nacr o]

Move your cursor down two lines and execute the macro by typing the execute macro command
<ctrl-X>E. The phrase you typed into the macro has been inserted into your text.

Should you give these commands in the wrong order, MicroEMACS will warn you that you are
making a mistake. For example, if you open a keyboard macro by typing <ctrl-X>(, and then attempt
to open another keyboard macro by again typing <ctrl-X>(, MicroEMACS will say:

Not now

Should you accidentally open a keyboard macro, or enter the wrong commands into it, you can
cancel the entire macro simply by typing <ctrl-G>.

Replacing a macro

To replace this macro with another, go through the same process. Type <ctrl-X>(. Then type the
buffer status command <ctrl-X><ctrl-B>, and type <ctrl-X>). Remove the buffer status window by
typing the one window command <ctrl-X>1.

Now execute your keyboard macro by typing the execute macro command <ctrl-X>E. The buffer
status command has executed once more.

Whenever you exit from MicroEMACS, your keyboard macro is erased, and must be retyped when
you return.

Sending commands to MS-DOS
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The only remaining command you need to learn is the program interrupt command <ctrl-X>!. This
command allows you to interru